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ABSTRACT: Deep neural networks have achieved excellent classification results on several computer vision bench-
marks. This has led to the popularity of machine learning as a service, where trained algorithms are hosted on the cloud
and inference can be obtained on real-world data. In most applications, it is important to compress the vision data
due to the enormous bandwidth and memory requirements. Video codecs exploit spatial and temporal correlations
to achieve high compression ratios, but they are computationally expensive. This work computes the motion fields
between consecutive frames to facilitate the efficient classification of videos. However, contrary to the normal practice
of reconstructing the full-resolution frames through motion compensation, this work proposes to infer the class label
from the block-based computed motion fields directly. Motion fields are a richer and more complex representation of
motion vectors, where each motion vector carries the magnitude and direction information. This approach has two
advantages: the cost of motion compensation and video decoding is avoided, and the dimensions of the input signal are
highly reduced. This results in a shallower network for classification. The neural network can be trained using motion
vectors in two ways: complex representations and magnitude-direction pairs. The proposed work trains a convolutional
neural network on the direction and magnitude tensors of the motion fields. Our experimental results show 20 x
faster convergence during training, reduced overfitting, and accelerated inference on a hand gesture recognition dataset
compared to full-resolution and downsampled frames. We validate the proposed methodology on the HGds dataset,
achieving a testing accuracy of 99.21%, on the HMDB51 dataset, achieving 82.54% accuracy, and on the UCF101 dataset,
achieving 97.13% accuracy, outperforming state-of-the-art methods in computational efficiency.

KEYWORDS: Action recognition; block matching algorithm; convolutional neural network; deep learning; data
compression; motion fields; optimization; videos classification

1 Introduction

The performance of deep neural networks has recently improved due to the vast amount of labeled
data, novel deep architectures, and the availability of inexpensive parallel computing. These algorithms are
now used in every industry, from object detection [1] to action recognition [2] and image classification [3],
among others. The discriminative power of deep neural networks is attributed to increasing depth and
higher representational capacity. However, this increases the cost of inference. Assume that a user has to
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classify a video stream recorded at 30 frames per second (fps) with a resolution of W x H x C =512 x
512 x 3, where W represents the width, H represents the height, and C represents the color channels.
Assuming each pixel is stored in 24-bit format, a one-second video consumes approximately 22 megabytes
(MB) in its raw form. This indicates that video storage consumes a substantial amount of memory, and
faster transmission requires dedicated bandwidth on high-speed channels. In this work, the resolution
of a block is given by bH x bW representing the block height and width, respectively, this classification
problem can be formulated as approximating the unknown function y = f(X">*H), where the class label
y is computed based on the input vector X"*¥. As the motion fields are calculated in a block-wise
fashion and (bH, bW) > 1, a compressed representation is obtained for each video frame, and the function
approximation is reduced to y = f(X(W*H/(bHx6W)) “This dimensionality reduction improves the model’s
computational speed, predictability, and generalization. Furthermore, conventional approaches utilize the
estimated motion vectors to reconstruct the original frames via motion compensation at the receiver end.

However, this work proposes computing the training and inference of a deep learning algorithm on
motion fields instead of full-resolution frames and reconstructed pixel representations. Therefore, the cost
of video reconstruction via motion compensation is avoided, and other benefits, such as faster training,
reduced overfitting, and accelerated inference, are also obtained. Fig. | shows the motion fields computed
for consecutive frames for the same video stream. It can be observed that highly correlated frames contain
redundant information, which may not be necessary for classification.
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Figure 1: The foreman video stream and the corresponding motion vectors computed with block matching algorithms.
It can be observed that a high degree of temporal correlation exists between frames 1 and 2 compared to frames
land 15

In this work, a Convolutional Neural Network (CNN) is utilized to predict the class label of the video
stream. Conventionally, a CNN classifies an image based on the intensity level of each pixel. However,
motion vectors have a complex representation in the form of v = a + bi. The magnitude and direction of
v are computed using |v| = Va2 + b% and 6 = tan~'(b/a), respectively. The proposed work computes the
magnitude-direction maps from the computed motion fields and vectors. Compared to intensity-based pixel
representation, this doubles the number of channels at the input layer. However, the motion estimation
between two consecutive frames is carried out block-wise with (bH, BW) > 1 rather than pixel-wise. The
dimensions of the input frame are reduced from y = f(X(W*) to y = f(X(WXH)/(bHxbW)),
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1.1 Motivation

Despite the success of CNNs in video classification, their computational complexity often limits their
deployment on resource-constrained devices. Traditional methods rely on reconstructing full-resolution
frames, resulting in high bandwidth and storage costs. This work addresses these challenges by directly using
motion fields for classification, eliminating the need for pixel-based reconstructions.

1.2 Contributions

This research proposes an efficient gesture recognition method that uses sparse CNNs trained directly
in intelligently selected motion fields. The primary contributions of this work are summarized as follows.

o Proposed a preprocessing method based on motion fields computed using block matching algorithms,
significantly reducing input dimensionality and computational complexity.

o Developed a sparse CNN architecture specifically tailored for motion-field-based gesture recognition,
which achieves similar accuracy to traditional dense CNNs trained on full-resolution frames.

« Conducted comparative validation experiments against CNNs trained on full-resolution and randomly
downsampled frames, demonstrating that the proposed method achieves superior computational
efficiency without sacrificing accuracy.

o Evaluated and validated the effectiveness of the proposed approach using three recognized datasets,
ensuring robustness and general applicability of the methodology.

1.3 Paper Arrangement

The rest of the article is organized as follows. The related work is discussed in Section 2, followed
by Section 3.1, which explains the cost of inference with a CNN. Block matching algorithms and motion
field computations are discussed in Section 3.2. The proposed methodology is given in Section 3.3. The
experimental results and discussion are presented in Sections 4 and 5, respectively. Finally, in Section 6, the
article concludes by summarizing the key lessons learned and providing directions for future research.

2 Related Work

As discussed in Section 1, CNNs have achieved excellent classification performance in various
applications, including object detection, image classification, and semantic segmentation. However, their
computational complexity remains high, hindering their deployment for real-time applications, especially
on resource-limited devices. In the literature, researchers have proposed various ways to accelerate inference
with deep convolutional networks. These methods accelerate convolutions without significantly compromis-
ing network performance. These techniques include i. Factorization and Decomposition of convolutional
kernels [4,5], ii. pruning [6], iii. separable convolutions [7], and iv. quantization [8].

Reference [5] has proposed a simple two-step method to increase the speed of convolutional layers. This
method is based on tensor fine-tuning and decomposition. Nonlinear least squares are used for computing
the low-rank decomposition of the 4-dimensional kernel tensor. These 4D kernels are decomposed into
a smaller number of rank-one tensors. This research resulted in a significant reduction in inference time,
accompanied by a modest decline in accuracy. For an 8.5x CPU speedup, accuracy is reduced by only 1%,
i.e., from 91% to 90%. Other researchers have proposed separable convolutions [9,10]. The MobileNets paper
proposed the highly efficient CNN architecture called ShuffleNet [10]. It is specially designed for mobile
devices and requires a limited computing power of 10-15 MFLOPs. Reference [10] employed new operations,
including channel shuffle and pointwise group convolutions. ShuffleNet achieved a speedup of 13x over
AlexNet without compromising accuracy. They reduced the top-1 error to 7.8% in absolute terms compared
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to [9] on the ImageNet classification problem. Computation power was limited to 40 MFLOPs. Another
similar model was introduced specially for mobile phones, and embedded systems [11], known as EffNet,
which performed better than the MobileNet and ShuffleNet architectures.

The Depth-wise separable convolutions followed by pointwise convolutions, called Xception [7]. This
architecture was inspired by the Inception model [12]. However, the Xception model replaced the Inception
module with depth-wise separable convolutions. Xception outperformed Inception V3 [4], for significant
image classification problems. The most modern architecture in Inception was proposed by [13], known
as ResNet.

Pruning is another promising technique to reduce redundancy in the model. Pruning induces sparsity
in the network data at various granularities: layer, feature maps, kernels, and intra-kernel. As selecting a
suitable pruning candidate is very important, several types of research have focused on acceleration. The
pruning technique in [14] reduced the network size. Image compression using distinctiveness units was
proposed by [15]. They kept the maximum functionality of the compression layer neurons based on their
distinctiveness, improving image compression. In another work, reference [6] proposed a data structure to
induce structured sparsity in network data.

In recent years, action recognition techniques have evolved toward using compressed video repre-
sentations and efficient temporal modeling, particularly on challenging datasets such as HMDB5I1. The
Temporal Segment Network (TSN) [16] employs a sparse temporal sampling strategy in conjunction with
a ConvNet-based architecture to facilitate efficient learning across entire video sequences, achieving an
accuracy of 69.4%. The Slow-I-Fast-P (SIFP) model [17] further advances compressed video processing
through a dual-pathway design: a slow path for sparsely sampled I-frames and a fast path for densely sampled
pseudo-optical flow, generated using an unsupervised loss-based method. This approach achieves 72.3%
accuracy on HMDB51 while reducing dependency on traditional optical flow methods. Additionally, recent
studies have explored deep learning architectures, such as 3D ResNet-50 and Vision Transformers (ViT),
combined with LSTM for activity recognition [18]. The 3D ResNet-50, pre-trained on large-scale datasets,
directly captures spatiotemporal features from video clips under supervised learning, achieving a validation
accuracy of 48.9%. In contrast, the ViT-LSTM model utilizes self-supervised DINO pretraining to encode
spatial features, followed by LSTM-based temporal modeling, which provides a semi-supervised alternative
and achieves an accuracy of 41.9%. While these approaches show promising results, they typically require
significant computational resources and longer inference times.

Another promising direction in recent research is the use of advanced deep learning models designed
specifically for efficient and accurate human action recognition. A Vision Transformer-based approach,
ViTHAR, has been proposed to address challenges such as occlusion, background clutter, and inter-class
similarity by modeling long-range spatial and temporal dependencies in video data [19]. This method was
evaluated on the UCF101 and HMDB51 datasets, achieving recognition accuracies of 96.53% and 79.45%,
respectively, and outperforming several prior deep learning baselines. In parallel, spiking neural networks
have been explored for their ability to deliver ultralow-latency inference. A scalable dual threshold mapping
(SDM) framework has been introduced to convert conventional artificial neural networks into spiking neural
networks while retaining competitive accuracy [20]. This approach achieved 92.94% top-1 accuracy on
UCFI101 and 67.71% on HMDBS5I using only four inference steps, thus significantly reducing latency and
energy consumption.

Furthermore, convolutional neural network variants have also been optimized for real-time action
recognition. A residual R(2+1)D CNN model has been developed, which factorizes 3D convolutions into
separate spatial and temporal components, reducing computational complexity without sacrificing perfor-
mance [21]. When tested on the UCF101 dataset, this method achieved an accuracy of 82%, demonstrating
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a balance between efficiency and accuracy suitable for practical deployment. Together, these approaches
highlight how transformer-based models, biologically inspired spiking architectures, and optimized CNN
variants contribute to advancing the field of human action recognition on standard benchmarks.

Additionally, motion-based representations have gained attention for their ability to capture temporal
dynamics with lower computational overhead directly. Prior studies have shown that motion fields offer
a more direct and efficient alternative to traditional optical flow or motion vectors [22,23]. These works
demonstrate that modeling the direction and magnitude of motion can effectively capture human movement
patterns. To further incorporate temporal modeling, hybrid architectures have been proposed, such as the
one in [24], which combines a deep residual network for spatial feature extraction with a residual structured
Recurrent Neural Network (RNN) for temporal sequence modeling. This design significantly improves
classification accuracy on the HMDB51 and Olympic Sports datasets, with pruning techniques applied to
manage overfitting caused by the network’s increased depth.

Another well-known method for image representation and activity recognition from videos is con-
trastive learning, which combines self-supervised and fully supervised learning. Due to the temporal nature
of videos, a novel temporal contrastive learning technique is proposed [25]. This method introduces two
loss methods that improve the classification performance of videos: local-local and global-local temporal
methods. Local-local contrastive loss addresses non-overlapping frames within a video. On the other hand,
global-local loss targets the discrimination between timesteps extracted from the feature maps of a video
clip, which increases the temporal diversity of the features learned. Their proposed contrastive method has
outperformed the state-of-the-art method, 3D ResNet-18. The model is trained and tested on a benchmarked
dataset, including UCF101 and HMDB51. UCF101 achieves a classification accuracy of 82.4%. At the same
time, the classification accuracy for the HMDB51 dataset is 53.9%.

Recently, Complex-Valued Neural Networks (CV-NNs) have gained popularity in deep learning
research [26]. Complex numbers have richer representations than real numbers. Due to the limited avail-
ability of complex, non-linear activation functions, this area requires further exploration. Recent studies
have extended the use of CVNNs to non-visual modalities, where complex-valued architectures have been
applied to human activity recognition from WiFi Channel State Information by combining CVNNs with
complex transformers [27]. The proposed work adheres to a straightforward philosophy. If complex tasks
can be learned from training data, then a real-valued network based on vector magnitude and direction
maps can also learn to solve classification problems. This results in efficient training and inference, mitigating
overfitting. However, to the best of our knowledge, no existing work has applied complex-valued CNNs or
ANN:Gs directly for video-based human activity recognition, which remains an open research direction.

3 Materials and Methods

This section outlines the approach used to address the video classification problem by leveraging CNNs
and motion fields. The overall methodology comprises three key steps: using full-resolution frames, motion
fields-based classification, and a random downsampling mechanism, as shown in Fig. 2.

First, CNNs are employed for efficient video sequence classification by processing either full-resolution
frames, downsampled frames, or motion fields extracted from the frames. To reduce computational com-
plexity without sacrificing accuracy, the study proposes using motion fields as input to the CNN, rather
than high-resolution images. Motion fields are computed using block-matching algorithms, providing both
magnitude and direction information for frame-to-frame motion.

Finally, various CNN architectures are explored, including networks designed for full-resolution, down-
sampled, and motion-field-based inputs. The details of each stage are described in the following subsections.



6 Comput Mater Contin. 2026;86(3):96

Input Videos
l Preprocessingl l
Frames Block Matching Frames
Extraction Algorithm Extraction

v v v

Frames Stacking Motion Fields of

based on Sliding consecutive Dovljr?ga?;mlin
Windows Frames piing
Direction and Frames Stacking
Magnitude based on Sliding
Pairing Windows

v

Pairs Stacking
based on Sliding

Windows
|
(N e D
Dense CNN Sparse CNN F
/
Videos

Classification

‘\\ . [ ) Model Training 4

v

Validation and Comparison

Figure 2: Overall system block diagram

3.1 Computations of CNNs

CNNs are a class of artificial neural networks explicitly designed for computer vision tasks. Their
computational complexity depends on several factors, including the number of hidden layers, feature maps,
convolution kernel sizes, and the size of weight matrices in fully connected layers. Consider two consecutive
layers with F; and F),, feature maps. Each feature map has dimensions H x W x F;. In this scenario, there
are F; x Fj,; convolution operations, where each kernel has a size of k x k. The kernel is flipped during
convolution and slides over the input image, calculating a dot product within overlapping receptive fields. The
number of multiply-and-accumulate (MAC) operations for one convolution is k x k x W x H. As a result,
the overall complexity for a convolutional layer is O(k x k x W x H x F; x F;,). This complexity increases
further with mini-batch training, becoming O(k x k x W x H x F; x Fj;; x B).

Reducing input frame dimensions can decrease computational complexity. Instead of random down-
sampling, which may lead to performance loss, this study proposes using Block Matching Algorithms
(BMAs) to compute motion fields. BMAs reduce input dimensions without significant data loss, thereby
accelerating inference [28-30].
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In this work, the CNN is trained on motion fields instead of full-resolution and downsampled frames. By
using BMAs, the proposed method calculates magnitude and direction matrices from motion fields, thereby
reducing input frame dimensions and enhancing computational efficiency.

3.2 Motion Fields

Motion fields represent the displacement between two consecutive video frames. This displacement is
calculated based on pixel intensities and can be measured at various granularities, such as pixel or block level.
Since pixel-level motion estimation is computationally expensive, this work employs block-level motion
estimation with non-overlapping blocks.

Block-based motion estimation is performed using BMAs, which identify the movement of each block
between a pair of frames. Each frame is divided into fixed-size blocks (e.g., 7 x 7), and for every block in
the current frame, the algorithm searches for the most similar block within a defined search window in the
reference (anchor) frame.

The block size and search window size have a significant influence on motion field quality. Smaller
blocks produce denser motion fields with higher computational costs, while larger blocks generate less dense
but computationally efficient fields. A larger search window can yield more refined motion vectors, but also
increases computation time.

The process involves dividing frames into blocks, searching for the best match for each block in the
previous frame within a predefined search window, and encoding the horizontal and vertical displacements
as motion vectors. The aggregation of motion vectors constitutes the motion field for the frame pair. Fig. 3
illustrates this process [28]. Fig. 3 depicts the block matching process using an anchor and current frame,
where a block B,, is matched with the best candidate block B/, within the search region to compute the
displacement vector d,,,.

R,

Anchor frame "*----

B’

m
Best match

[ R RS M S CAN G

SATqII TeEion]

-
B,

Current block

Figure 3: Estimating motion between consecutive frames using BMAs [28]

This study finds that dense motion fields are not always necessary for an accurate classification. Less
dense fields offer better generalization and reduce overfitting. The quality of motion fields is also influenced
by the block-matching criteria used during motion estimation. Common similarity metrics include the Sum
of Absolute Differences (SAD) and the Mean Squared Error (MSE), which compute the difference between
the corresponding pixel intensities in the current and reference blocks. Once the most similar block is
identified within the search window, the horizontal and vertical displacement between the current block and
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the matched block is recorded as a motion vector.

N-1N-1
SAD(x,y) =Y. > (i, j) - L(i+x,j+y)], -s<x,y<s-1 (1)
i=0 j=0
1 N-1N-1 )
MSE(x, y) = 2 Y3 Uchj)-L(i+x,j+y)", -s<x,y<s-1 (2)
i=0 j=0

Here, I.(i, j) and I, (i, j) represent the pixel intensities in the current and reference frames, respectively.
The search range, determined by s, identifies the block with the lowest SAD or MSE value as the optimal
match. Several block-matching algorithms, such as the Three-Step Search (TSS), Exhaustive Search (ES), and
Full Search (ES), are employed to enhance computational efficiency [29,30]. Motion fields generated using
TSS provided a good balance between performance and computational cost in our experiments.

3.3 Proposed Methodology for Video Classification

In this work, we exploit the motion fields to classify video sequences as an alternative to pixels in
the frame for the classification task. We perform this classification using conventional CNNs. We can
significantly reduce the computations required for inference by utilizing the motion fields for classification.
Furthermore, our experimental results demonstrate that employing motion fields enhances generalization
and mitigates network overfitting. Three different CNN architectures are explored to classify the video
sequences. These architectures perform classification based on the nature and size of the input. Each network
was explored using various sliding window lengths and different block sizes for downsampling frames
and motion field vectors, as full-resolution frames are independent of block sizes. Among the competing
networks, simpler networks with better generalization and faster convergence are reported. Further details
are provided in the next section.

3.3.1 CNN Employing Full-Resolution Frames

In the first scenario, frames from the video sequences are extracted and concatenated to form three-
dimensional (3D) arrays. For robust training, we propose using overlapping blocks and concatenating the
data in 3D arrays using sliding windows. Let H, W, and N represent the height, width, and number of frames,
respectively, in the video sequence and S,, represent the length of the sliding window, then the dimensions
of one single input unit to the network is H x W x §,, and N — §,, + 1 such 3D units can be formed from a
video sequence. For example, a video sequence having 50 frames of size 176 x 144 and a sliding window of
length 10 would constitute 41 3D input units of dimension 176 x 144 x 10. Such 3D input matrices are derived
from all the video sequences and are used to train and infer from the network. The CNN architecture used to
process the above-mentioned input is shown in Fig. 4. This network accepts a 10-channel input and consists
of 2 convolutional layers, each followed by a pooling layer. Each of the convolutional layers produces 20
feature maps and utilizes kernels of size 3 x 3. Rectified Linear Unit (ReLU) is employed as the activation
function. 2 x 2 max pooling is used with a stride of 2. Densely connected layers follow this structure, and the
SoftMax output layer is employed for classification.
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Figure 4: CNN architecture for classification based on the full-resolution frames

3.3.2 CNN Trained with Downsampled Frames

For our second scenario, we reduce the spatial resolution of the frames by downsampling them with
a factor of M. This downsampling can be performed by utilizing different pixel decimation patterns. In
this work, we employ two very simple sub-sampling patterns. For a fair comparison, we downsampled the
frames to match the dimensions of the motion fields constructed by the motion vectors. Hence, if the size
of blocks utilized for constructing the motion field was n x n. The sub-sampling is performed with the
same factor so that the dimensions of the full-resolution frames (H x W) are reduced to % X % The 3D
input matrices of these downsampled frames are constructed in the same way as described in Section 3.3.1.
Due to the lower dimensions of the input, this network comprises only one convolutional layer and one
pooling layer. The network accepts a 10-channel input but with reduced spatial dimensions. The remaining
attributes of the network are the same as those for the one with full-resolution input. As mentioned before, the
loss of information in the downsampled frames degrades the network performance. We, therefore, suggest
training a network where the input vector consists of motion fields with the same dimensions as discussed
in this section.

3.3.3 CNN Exploring Motion Field Extracted from the Frames

In this configuration, the use of motion fields for video classification is explored. Motion fields are
constructed by estimating motion for all blocks in a frame as defined in Section 3.2. As motion vectors are
calculated for blocks of size n x n, the spatial resolution of the input signal is reduced from H x W to % X
%. From this motion field, we extract two planes—one representing the magnitude of motion vectors and
the other representing direction information of the motion vectors. The magnitude plane is constructed by
taking the magnitude of the individual motion vectors as \/x2 + y? while the direction plane is constructed
as tan™! (x/y), where x and y represent the horizontal and vertical components of the motion vectors. To
use the information content of these planes, 3D input matrices are formed for the CNN model. Fig. 5 shows
a sample CNN network performing classification based on the magnitude and direction planes. The network
consists of a single convolutional layer followed by a max-pooling layer, a densely connected layer, and the
SoftMax layer. The other parameters are as described in Section 3.3.1. In the next section, experimental
evaluation establishes that the classification results obtained from the motion information yield comparable
classification results.
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4 Experimental Results

In this work, we evaluate the proposed approach with the hand gesture recognition dataset (HGds) [31]
and validate the proposed methodology on the Human Motion DataBase (HMDB51) [32] along with the
University of Central Florida (UCF101) dataset [33]. The HGds dataset is partitioned into training and
validation sets using an 80:20 ratio, whereas the HMDB5I1 dataset follows a 70:30 split for training and
testing purposes. The HGds dataset comprises several video sequences featuring annotated hand gestures.
The dataset is generated by employing 11 subjects. Each subject simulates 5 different videos of the same
gesture. These video sequences consist of grayscale frames of 176 x 144 pixels. The experiment uses samples
with a minimum of 10 frames. We have selected 14 classes from the HGds dataset, including Motion 1, 2, 3,
4,5,6,7 8,104, 202, 408, 413, 415, and 426. The primary rationale for choosing these particular motions was
their clear differentiation in visual appearance. shows sample frames with their corresponding labels.
Each class represents a different motion and has an average of 2074 frames.

Motion 2 Motion 3 Motion 4 Motion 5
Motion 7 Motion 408 Motion 413 Motion 426

Figure 6: Sample frames and labels from the HGds dataset [31]

The HMDB51 dataset comprises a total of 51 different motions, but the videos are in their raw form,
and some of the videos feature almost no motion, such as smiling. We have manually investigated all the
videos and filtered out those videos that have either zero motion or are in raw format. After filtration, only
14 motions are selected, which are: cartwheel, catch, climb, climb-stairs, flic-flac, handstand, pullup, pushup,
push, bike-ride, ride-horses, situp, sword, and walk. Within these motions, there are an average of 40 videos
from different individuals performing the motions.
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In addition to HMDB51, we also employ the UCF101 dataset for validation. UCF101 comprises 13,320
unconstrained YouTube videos spanning 101 action categories, grouped into 25 source groups, each with
4-7 clips. The videos are stored at a standard resolution of 320 x 240 pixels and 25 frames per second (fps).
The dataset is notably challenging due to substantial variability in camera motion, viewpoint, background
clutter, illumination, and actor appearance. In our experiments, we adopted a 70:30 train-test split to
assess generalization.

The rest of this Section presents experimental evaluations with the input vector in three different forms:
pixel representation of size X" downscaled pixel representation of size X(W>*/(tHxbW) "and motion
fields of size X(W>*H)/(bHxbW) Thig approach enables the study of the effect of dimensionality reduction on
training, generalization, and computational complexity.

The first experiment trains a CNN to classify video sequences based on pixel intensity levels. For this
experiment, the block size is irrelevant since the frames are processed as a whole and no motion estimation
is computed. However, the effect of the sliding window’s length is essential and is evaluated through several
experiments. A sliding window consists of N consecutive frames and constitutes the input vector. The
length of the sliding window, therefore, determines the amount of information available to the network for
classification. Fig. 7 represents the classification accuracy for different sliding window configurations. The
y-axis shows the accuracy (%) while the x-axis shows the number of training iterations. A single unit in the
graph represents 50 training iterations. It can be observed that for a shorter window, the network training is
not smooth due to the limited amount of available information.

100
95
90 -
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80

75+

Accuracy (%)

70

65

Sliding Window Length 2
—-Sliding Window Length 4

60 - ——Sliding Window Length 6
Sliding Window Length 8
55 —e-Sliding Window Length 10

——Sliding Window Length 12

50 L 1 L 1 L J
5 10 15 20 25 30 35 40

Iterations

Figure 7: The effect of sliding window on accuracy for full-resolution frames. Results are reported on the held-out
validation set

Furthermore, for larger windows, performance improvements are observed. However, this also causes
an increase in the cost of training and inference. It is therefore crucial to find an optimal sliding window
length that strikes a good balance between complexity and accuracy. Our experimental results show that a
sliding window of length 10 is optimal among the others.

A naive approach to reducing the cost of inference is to randomly downsample the input frames. In
the second type of experiment, a shallower network is trained on the downsampled dataset, resulting in
reduced computational cost. However, our results show that useful information is lost and the classification
performance is negatively affected. We have evaluated two experiments on the downsampled data. In this
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set of experiments, the length of the sliding window is kept constant while the block size is varied as shown
in Fig. 8. A larger block size means greater loss of information and vice versa. It has been observed that even
for smaller blocks, network training is not satisfactory, and the validation accuracy is lower compared to
the trained network on full-resolution frames. This is attributed to the loss of information due to the initial
random downsampling of the input frames. It is, therefore, difficult to obtain improved performance with
this network on the downsampled frames. For the same downsampled dataset, another set of experiments
is conducted. We kept the block size constant to 7 x 7, which is the comparatively optimal choice, and
varied the sliding window length. Fig. 9 shows the experimental results. As downsampling the frames results
in a significant loss of information, the accuracy plots are not smooth, even for larger sliding windows.
Increasing the length of the sliding window further has a minimal impact on the network’s training and
validation accuracy.
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Figure 8: Validation accuracy of different blocks for downsampled frames
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Figure 9: The effect of varying the sliding window length for downsampled frames. The block size is fixed to 7 x 7

A heuristic approach for reducing the cost of inference involves first computing block-based motion
vectors in the video sequence, thereby reducing the input dimensions. In the third set of experiments, a
shallow network is trained on the block-based motion field vectors. Fig. 10 shows the effect of varying the
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block size on the network performance. At the same time, the sliding window is fixed at a length of 10, based
on experimental evaluations of full-resolution frames. Larger block sizes mean fewer motion vectors and
vice versa. If the block size is too small, the resulting motion field is of large dimension which means lesser
acceleration of the network. On the other hand, large block sizes generate low-resolution motion fields which
result in faster computation at the cost of performance degradation. We extensively performed experiments
to find out an optimal block size for motion estimation that does not affect the network performance and
accelerates inference. We conclude that the optimal block size is 7 x 7 as shown in Fig. 10.
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Figure 10: The effect of varying the block size for motion field vectors. The sliding window is fixed to 10 frames

Fig. 11 represents the effect of the sliding window on the network performance, where the block size is
kept constant. As shown by earlier experiments, the block size of 7 x 7 produced better results on the HGds
dataset compared to other configurations. So for this setup, we kept the block size constant to 7 x 7. Smaller
lengths of the sliding window make the network training faster but degrade the performance. Similarly, a
larger sliding window increases the data size and computational complexity but provides better performance.
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Figure 11: For a fixed block size, larger sliding window yield superior results. However, this also increases the cost of
inference
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4.1 Overall Comparisons

Fig. 12 presents an overall comparison of the networks when motion fields, full-resolution frames, and
downsampled frames are used for hand gesture classification. The accuracy plots show that by employing
motion fields, we achieve the same accuracy as that of the full-resolution images but with much less
computational burden. The best average accuracy for our proposed technique is 99. 21%, which is slightly
better than the best average accuracy for the full-resolution frames, i.e., 99.14%. The downsampling of frames
results in the worst average accuracy. Although our proposed technique requires more iterations for training,
the network’s training is almost 20 times faster than that of the network using full-resolution frames, thanks
to the lightweight network. The training time consumed by the motion fields network is comparatively equal
to the training time for downsampled frames. However, the performance is similar to the full-resolution
frames. Our experiments suggest that employing motion fields enables us to achieve the same accuracy as
with full-resolution images, but at a significantly lower computational cost. Fig. 13 compares the approaches
described for different sliding windows and block sizes.
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Fig. 14 shows the computational complexity of the three approaches. It can be observed that the
computational complexity of the original-dimension images is significantly higher compared to the other
two approaches. When the length of the sliding window is 10, the time consumed for training is almost
3 h on a 3 GHz Quad-core CPU. Since the input images are of very low dimensions, that is, 144 x 176, we
conjecture that the network training time will significantly increase for high dimensional video frames. The
computational complexity of downsampled frames is very low. However, the accuracy is compromised. On
the other hand, the classification based on motion fields yields excellent performance, and the training time
is also significantly reduced. The memory, accuracy, inference time, preprocessing time, and comparisons
between the three techniques are shown in Fig. 15. The maximum memory for full-resolution frames is
4950.2 MB, which is mapped at 100. The block size is 7 x 7 and the length of the sliding window is 10 as
concluded from Figs. 7 and 10. It can be observed that the proposed technique achieves better performance,
with an almost three times faster inference compared to the full-resolution frames-based network.
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4.2 Validation of the Proposed Method on HMDB51 and UCF101

We further validated the proposed methodology on the HMDB51 and UCF101 datasets, which are more
complex and noisy than the HGds dataset. From Section 4, we concluded that a block size of 7 x 7 and a
sliding window length of 10 yield the best results. We also observed that downsampled frames led to model
underfitting. Therefore, we validated the methodology using motion field vectors with a block size of 7 x 7
and a sliding window length of 10 on HMDB51 and UCF101. The results for motion field vectors are compared
with state-of-the-art methods.

A comparison of recent deep learning-based algorithms for human activity recognition is presented on
both the HMDB51 and UCF101 datasets in Fig. 16. The TSN [16] achieved accuracies of 69.4% and 94.2% with
approximately 22 M parameters. The SIFP architecture combined with Slowfast [17] improved recognition
performance to 80.1% and 96.9% with about 40 M parameters. ViTHAR [19], a transformer-based approach,
reported 79.5% and 96.5% accuracies but required nearly 80 M parameters. Spiking neural networks such
as SDM [20] achieved 67.7% and 92.9% with 32 M parameters. A contrastive learning method, TCLR [25],
achieved accuracies of 53.9% and 82.4% with approximately 33 M parameters.
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Figure 16: Accuracy and parameter comparison of the proposed MF method with TSN [16], SIFP+Slowfast [17],
ViTHAR [19], SDM [20], and TCLR [25] on the HMDB51 and UCF101 datasets

In comparison, our proposed motion fields (MF) approach significantly outperformed these state-of-
the-art methods, achieving accuracies of 82.5% and 971% on HMDB51 and UCFI101, respectively, while
requiring only 10 M parameters. Fig. 16 shows the accuracy and parameter comparisons between the
proposed and existing methods on the HMDB51 and UCF101 datasets.

5 Discussion

The proposed method leverages motion fields instead of full-resolution frames to improve video
classification efficiency. In this section, we analyze the impact of key parameters, including block size and
sliding window length, on the performance and computational complexity of the classification task.
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5.1 Effect of Block Size

The block size used for motion estimation plays a crucial role in determining the trade-off between
computational cost and classification accuracy. Smaller block sizes generate denser motion fields, capturing
more detailed motion information but increasing the computational overhead. Conversely, larger block sizes
reduce the computational burden by simplifying the input representation, though they may sacrifice some
motion details, potentially affecting accuracy.

Our experimental results indicate that a block size of 7 x 7 offers an optimal balance between accuracy
and efficiency. This configuration achieved a high classification accuracy of 99.21% on the HGds dataset while
maintaining moderate computational complexity. Larger block sizes result in faster training and inference
due to reduced input dimensions but may lead to degraded performance. Smaller block sizes improve
performance but increase the computational demands of the network.

5.2 Effect of Sliding Window Length

The sliding window length determines how many consecutive frames are stacked together to form an
input vector for the network. A shorter sliding window provides a limited temporal context, which can
accelerate training but may result in lower classification accuracy due to incomplete motion representation.
In contrast, a longer sliding window offers a richer temporal context, enhancing the network’ ability to
distinguish between complex gestures at the cost of increased computational complexity. However, increasing
the sliding window results in model overfitting due to dense CNN architectures.

Empirical evaluation revealed that a sliding window length of 10 provides an optimal trade-off,
delivering robust classification performance without imposing excessive resource requirements. This con-
figuration achieved efficient training and inference while maintaining high classification accuracy across
multiple datasets.

5.3 Performance Comparison

To evaluate the effectiveness of the proposed method, we compared its performance with both full-
resolution and downsampled frame-based CNNs, as well as state-of-the-art approaches such as TSN [16],
SIFP+Slowfast [17], VITHAR [19], SDM [20], and TCLR [25]. Table 1 summarizes the results across three
benchmark datasets: HGds, HMDB51, and UCF101.

Table 1: Performance comparison of different CNN-based and transformer-based approaches for human activity
recognition

Dataset Method Accuracy (%) Inference time (s) Complexity
Full-Resolution CNN 99.14 59 High
HGds Downsampled CNN 96.42 15 Low
MF [Proposed] 99.21 17 Moderate
TSN [16] 69.4 29 Moderate
SIFP + Slowfast [17] 80.1 67 High
ViTHAR [19] 79.5 72 High
HMDB51
> SDM [20] 677 5 High
TCLR [25] 53.9 47 High
MF [Proposed] 82.5 20 Moderate

(Continued)
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Table 1 (continued)

Dataset Method Accuracy (%) Inference time (s) Complexity
TSN [16] 94.2 27 Moderate
SIFP + Slowfast [17] 96.9 64 High
ViTHAR [19] 96.5 68 High
UCF101 SDM [20] 92.9 49 High
TCLR [25] 82.4 44 High
MEF [Proposed] 971 19 Moderate

The results demonstrate that the proposed motion fields (MF) approach achieves similar accuracy to
tull-resolution CNNs on HGds but with substantially lower inference time and moderate complexity. On
HMDBS5I, the MF approach attained the highest accuracy of 82.5%, outperforming TSN, SIFP+Slowfast,
ViTHAR, SDM, and TCLR while being significantly more efficient in terms of inference time. Likewise, on
UCF101, the proposed method achieved the top accuracy of 97.1% with only 19 s of inference, demonstrating
superior performance and efficiency compared to all state-of-the-art baselines.

5.4 Owverall Evaluation

The findings emphasize the efficiency of using motion fields for video classification. The dimensionality
reduction achieved through block-wise motion estimation does not compromise classification accuracy. The
systematic optimization of block size and sliding window length enables the network to strike a balance
between computational cost and performance, making the method suitable for deployment in resource-
constrained environments.

In conclusion, the proposed approach demonstrates significant improvements in computational
efficiency and training time without sacrificing accuracy. The results suggest that motion fields-based
classification offers a practical alternative to traditional pixel-based methods, particularly for applications
requiring real-time performance on edge devices.

6 Conclusions and Future Directions
6.1 Conclusions

This research investigates dimensionality reduction using motion fields to improve the efficiency of
video classification in computer vision applications. Traditional methods rely on full-resolution frames,
resulting in high computational costs and increased communication bandwidth requirements for cloud-
based inference. In contrast, the proposed method leverages motion fields to reduce input dimensions,
enabling faster and more efficient inference while maintaining high classification accuracy.

Our results show that the motion-field-based approach offers 20x faster training and comparable
accuracy to full-resolution methods. By bypassing motion compensation at the cloud end, this method
reduces both storage and computational costs. The optimal network configuration, with a block size of 7 x 7
and a sliding window length of 10, achieves a peak accuracy of 99.21% on the HGds, 82.54% on the HMDB51,
and 9713% on the UCF101 while demonstrating efficient inference times and improved generalization.

Additionally, the use of simpler networks trained on motion fields minimizes the risk of overfitting
and enhances generalization. The study validates the viability of motion fields for video classification and
demonstrates their potential for deployment on resource-constrained devices.
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One of the key advantages of the proposed method is its ability to maintain high classification
performance using lightweight CNN architectures, making it suitable for real-time applications on edge or
low-power devices. It also eliminates the need for complex motion estimation techniques, such as optical
flow, thereby reducing both preprocessing and inference times.

However, the approach also possesses some limitations. The quality of motion fields depends heavily
on the block matching parameters and may be sensitive to noise or scene complexity. Additionally, while
effective on the selected datasets, further validation is needed across diverse video domains to ensure
broader applicability.

6.2 Future Work

In the future, we plan to extend this approach to more complex tasks, such as semantic segmentation,
and evaluate its performance on edge devices to support real-time applications. Further optimization of
network architectures and input representations may yield additional improvements in both accuracy and
efficiency for various real-world scenarios.
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