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ABSTRACT: The performance of data restore is one of the key indicators of user experience for backup storage systems.
Compared to the traditional offline restore process, online restore reduces downtime during backup restoration,
allowing users to operate on already restored files while other files are still being restored. This approach improves
availability during restoration tasks but suffers from a critical limitation: inconsistencies between the access sequence
and the restore sequence. In many cases, the file a user needs to access at a given moment may not yet be restored,
resulting in significant delays and poor user experience. To this end, we present Histore, which builds on the user’s
historical access sequence to schedule the restore sequence, in order to reduce users’ access delayed time. Histore
includes three restore approaches: (i) the frequency-based approach, which restores files based on historical file access
frequencies and prioritizes ensuring the availability of frequently accessed files; (ii) the graph-based approach, which
preferentially restores the frequently accessed files as well as their correlated files based on historical access patterns, and
(iii) the trie-based approach, which restores particular files based on both users’ real-time and historical access patterns
to deduce and restore the files to be accessed in the near future. We implement a prototype of Histore and evaluate
its performance from multiple perspectives. Trace-driven experiments on two datasets show that Histore significantly
reduces users” delay time by 4-700x with only 1.0%-14.5% additional performance overhead.

KEYWORDS: Online restore; access pattern; correlation graph; trie

1 Introduction

Backups are widely used to increase the reliability of users’ data against disasters [1-4]. However, it brings
problems such as time-consuming restoration and increasing user delay time to access files. Take offline
backup restore as an example, users need to wait until the entire backup is restored before they can access
each file, usually taking several hours [5-8]. Online backup restore [9,10] allows users to recover backup in
the background while performing operations such as reading and writing in the foreground. The user can
operate on the restored files without waiting for the entire backup to be restored, thereby effectively reducing
the user’s delay time. To this end, we aim to further optimize online recovery performance, building on our
preliminary work [11].
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However, even with the online restore, there is a challenge in scheduling the restore sequence to
match users’ access sequence as closely as possible. Take a user’s backup as an example. It contains file
identifiers (denoted as fID;) (fID;, fID,, ..., fIDyy) and the restore sequence is ( fID,, fID,, ..., fIDy).
If the user’s access sequence during restoration is ( fID)g, fIDg, fIDg, fID7, fID), he will be delayed until
the corresponding files are restored. This does not mitigate the long delay time. In contrast, if we adjust the
restore sequence to (fIDy, ..., fID;, fIDyg), the user’s delayed time can be significantly reduced.

This paper presents Histore, a backup storage system with improved users’ experience in online
restoration. The overall idea is to build on the user’s historical access sequence to schedule the restore
sequence, thereby reducing users’ access delay time. Specifically, in the previous works, users’ historical access
information is widely used to predict the possible future user access to improve the availability of the file to be
accessed [12-15]. The core design of Histore is three approaches that improve the online restore experience.

First, informed by the observation that the user’s file access pattern is highly skewed [16], we propose a
frequency-based approach, which prioritizes the restoration of the frequently accessed files. This ensures that
most of the user’s operations during the restoration process can be satisfied by already restored files. Also,
inspired by the correlation of accessed files [14], we propose a graph-based approach, which establishes a
correlation graph based on historical access patterns and generates the restore sequence (of files) via a greedy
algorithm. Furthermore, we propose a trie-based approach, which combines users’ historical and real-time
access patterns to deduce (and restore) the files to be accessed in the near future.

To summarize, this paper makes the following contributions:

«  Weshowviaa case study that a baseline approach that restores files in alphabetical order incurs extremely
high delay time, and hence significantly affects users’ experience on foreground operations.

«  We propose three restoration approaches to schedule the restore sequence of files based on historical
access patterns.

»  We design and implement Histore, a backup system that equips the three approaches to improve users’
experience in online backup restore.

o We conduct extensive trace-driven experiments to evaluate Histore using two datasets. We show that
all three proposed approaches can reduce users’ delay by 4x-700x compared to the baseline, with 1.0%—
14.5% performance overhead.

2 Background, Problem and Access Patterns

Background. We focus on backup workloads [17,18]. Specifically, we consider a backup as a complete copy of
the primary data snapshotted from users’ home directories or application states. Users periodically generate
backups and store them in a storage system in order to protect their data against disasters, accidents, or
malicious actions. Specifically, old backups can be restored either online or offline. That is, operate after
complete restoration or operate while restoring. This paper focuses on online backup restore, which is widely
deployed in existing cloud backup services [19]. It allows users to recover backups in the background while
performing file operations in the foreground. Considering that backup restore often takes a long time [6],
online restore significantly reduces the downtime since users can operate on the already restored files of the
backup even if the whole backup is still under recovery.

One critical requirement for online restoration is to minimize user-perceived performance degradation
of the foreground operations. Specifically, online restore recovers backups gradually in the background and
needs to ensure that the operating files in the foreground have already been restored, in order to hide the
performance degradation from the users.
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However, to our knowledge, existing approaches (Section 6) focus on improving the overall restore
speed, yet none of them are aware of minimizing user-perceived performance degradation. We establish
a theoretical restore model (in contrast, we evaluate the practical online restore performance based on
real-world access patterns in Section 5) to characterize the availability of users’ foreground operations in
the online restore procedure, and justify the problem based on the real-world file access trace collected
by ourselves.

Theoretical restore model. We consider a set of unique files in a backup and define A as a sequence of the
files (in the backup) that will be accessed in order by the foreground operations and R as a sequence of the
files that will be restored in the background. Note that identical files may repeat in A, since users may apply
the same operations multiple times or different operations may access the same files. On the other hand, each
file in R appears only once, since the storage system does not need to restore identical files multiple times.

We consider a generic scenario in which the metadata of all unique files, as well as the contents of x% of
the unique files in R, have already been restored offline. Then, users start the foreground access in A, while
the restore process continues in the background. We focus on the availability level (see the measurements
below) of A under different R, and make the following assumptions. First, the restoring of each file in R takes
a constant time (called a time slot). Our rationale is that many frequently accessed files have small sizes (e.g.,
hundreds of KBs) [20], and the differences in their restore time can be negligible. For the large files (that
are unlikely to be accessed in A), we can divide them into multiple small parts for restoration. Second, the
duration that the foreground process stays on each file in A is equal to a time slot, such that the processing
speeds of the files in A and R are synchronized. In fact, this captures the worst availability of online restore,
since the foreground process may stay on a file for a long time (e.g., heavy edits), while the restore process is
continuously running on different files. Finally, we do not consider resource contention, since we can limit
the resource usage of the restore process.

We characterize two metrics to measure the performance of the foreground operations. The first metric
is the availability rate, which is the number of successfully accessed files (i.e., these files have been restored
when they are accessed) divided by the total number of accessed files. In addition, for the file that is
unavailable for access, we consider its delayed time, which is the number of time slots when the file is available
after it is accessed.

Simulation results. We study the availability of the foreground operations based on the real-world access
log of a student (see Section 5 for dataset information). We focus on the access sequences of two consecutive
days and consider a baseline approach that generates the restore sequence R based on the unique files of the
first day in alphabetical order. Also, we use the access sequence of the second day to form A. Note that the
files in R may not be in A, since the restored files may not be accessed immediately. Also, the files in A may
not be in R, since the user may create and access new files (this implies that such files are available for access
by nature). We evaluate the availability rate and delayed time of the baseline approach when the first 0%,
10%, and 30% of files in R have already been restored offline.

Fig. la presents the results for the availability rate (see theoretical restore model for metric definition),
where the access ratio on the x-axis indicates the fraction of the files in A that are accessed. When x = 0 (i.e,,
no files have been restored before), the availability rate remains low (e.g., below 10%) for a significant fraction
(e.g., about 14.0%) of access. This implies that the initial restored files in R cannot serve the corresponding
file access in A. In contrast, if 10% of files have already been restored, the availability rate achieves up to
70.8% when 4.2% of files in A are accessed. This implies that restoring files in advance helps improve the
availability of the accessed files. However, the availability rate then degrades, since the following restored
files in R do not match the ones that are to be accessed in A. Fig. 1b shows the results for delayed time. We
observe that the delayed time first dramatically increases with the access ratio, due to the mismatching of R
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and A. Subsequently, the delay time tends to stabilize because only some files are accessed frequently, while
most of these files have been restored and are available for access.
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Figure 1: Availability rate and accumulated delayed time with 0%, 10%, 30% files have been restored

In summary, we observe that the baseline approach incurs a low availability rate (especially for the
initial file access in A) and extremely high delayed time, and hence significantly affects users’ experience on
foreground operations. This motivates us to improve online restore performance, especially ensuring that
users’ foreground operations can be served in time.

3 Restore Approaches

We build on previous file access prediction techniques [14,15], and propose three approaches to improve
the online restore performance. Specifically, we assume that the sequence of historical access records
H(fIDy, fID,,,...) isknown in advance. The frequency-based (Section 3.1) and graph-based (Section 3.2)
approaches generate the restore sequence R of files all at once, while the trie-based approach (Section 3.3
gradually restores each target file (for restore) based on the user’s real-time access patterns.

3.1 Frequency-Based Approach

Building on prior work [16], which shows that real-world file access distributions are skewed, we
prioritize the restoration of frequently accessed files to ensure that the majority of operations in A are
served promptly.

Algorithm 1 presents the details of the frequency-based approach. It takes the sequence of historical
access records H as input and outputs the restore sequence R of files. It first initializes a map M, which maps
each unique file ID to how many times (i.e., frequency) the file is accessed in H (Line 2). Specifically, it
traverses each record in H, and increments the access frequency of a file if the file is indicated to be accessed
in the record (Line 5). Otherwise, it inserts the (new) file ID into M and initializes the corresponding access
frequency with one (Line 7). Finally, the algorithm sorts all file IDs by the corresponding access frequencies
in descending order and returns R that includes the sorted file IDs (Line 11).

Algorithm 1: Frequency-based approach

1: procedure FREQUENCY-RESTORE
Input: sequence of historical access records H
Output: restore sequence R

2: Initialize a map M
3: for each record r in H do
4: if the file ID ~.fID is in fMap then

(Continued)
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Algorithm 1 (continued)

5: M[r.fID] =M[r.fID] +1
6 else
7: M[r.fID] =1
8: end if
9 end for
10: Sort M by access frequency
11: returnR =M

12:  end procedure

3.2 Graph-Based Approach

The frequency-based approach does not capture the correlation of file access, while in practice,
users may access a set of files together (rather than each file, individually). For example, when the user
launches an application, the application program is likely to access a set of files in a deterministic order for
initialization [21]. Previous work [14] builds on the access correlation among files to predict which file will be
accessed in the future. Specifically, it partitions the sequence of historical file access records into many non-
overlapped fixed-size windows, such that each window includes a number of file access records. It builds a
directed graph to model file access patterns. Each node of the graph corresponds to a unique file, and stores
how many times the file has been accessed, while each directed edge stores how many windows, in which the
corresponding files are accessed in order. Given a currently accessed file, it predicates the file that is likely to
be accessed as the one that connects with the current access file with the highest weight.

The insight of our graph-based approach is to prioritize the restoration of correlated files that are also
frequently accessed in a short time. Specifically, we extend the above graph-based modeling by measuring
access correlation based on a sliding window approach. Here, we configure a sliding window with a fixed
size of five access records and count how likely a file is to be co-accessed with other files in the same
sliding window. Also, we construct an undigraph such that each edge stores the number of times that
the corresponding files are co-accessed in identical sliding windows. Based on the graph, we use a greedy
algorithm to generate the restore sequence R of files. Specifically, each time, we choose the edge that has
the largest weight and include the corresponding files into R, so as to first restore the frequently accessed
correlated files.

Algorithm 2 presents the details of the graph construction algorithm, which takes the sequence of
historical records as input. It first initializes an empty G (Line 2) and queue W (Line 3). For each record r
in H, it adds r into W (Line 5). If W is full, it calls the UPDATE algorithm to update the graph based on the
co-access occurrences of the file ID in front of W with each following file ID (Line 7). Our rationale is to avoid
repeated counting when the window slides. Then, it removes the front file ID from W (Line 8). It finally
returns the graph G until all records in H have been processed (Line 11).

Algorithm 2: Building graph

1:  procedure GRAPH-BUILDING
Input: sequence of historical access records H
Output: graph G = (V,E)
2: Initialize G = (V, E) as an empty graph
3: Initialize a sliding window queue W with the capacity A
4: for each record rin H do

(Continued)
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Algorithm 2 (continued)

5: W. ENQUEUE(r.fID)
6: if |W| == A then
7: G = UppATE (W, G)
8: W. DEQUEUE()
9: end if
10: end for
11: return G

12:  end procedure
13:  function UPDATE
Input: sliding window W, graph G = (V,E)

14: fID; = fID in the front of W

15: G.V =G.VU{fID,}

16: for each fID in W — { fID;} do

17: G.V =G.Vu{fID}

18: if {fID,, fID} € G.E then

19: G.E[{fID,, fID}] = G.E[{fID., fID}] +1
20: else

21: G.E[{fID;, fID}] =1

22: end if

23: end for

24: end function

The UpDATE algorithm takes a sliding window W and the graph G = (V,E) as input, where V is the
set of file IDs (as the vertices of G) and E is an associate array that maps a pair of file IDs to the weight of
the corresponding edge (of G). It first includes the file ID fID; in the front of W into the graph (Line 15).
For any other file ID fID in W, if the edge { fID;, fID} has been stored in the graph, it increments the
corresponding weight by one (Line 19). Otherwise, it creates a new edge for { fID;, fID} in the graph and
initializes the corresponding weight with one (Line 21).

Algorithm 3 shows the greedy-based file restoration algorithm, which builds on the updated graph G =
(V,E) to gradually generate the restore sequence R. Specifically, it initializes R as an empty sequence (Line
2). In the main loop, it first chooses the edge { fID, fID’} that has the largest weight in G.E and appends
fID and fIDr into R (Lines 4-5). It also removes them from G.V and G.E (Lines 6-7). Then, it iteratively
finds fID* in G.V that connects to existing file IDs in R with the largest weight (among other file IDs in
G.V). Specifically, if no file ID is found (Line 10), it breaks the loop to find the largest weight edge (see above).
Otherwise, it appends such fID* into R, and removes the fID* and the corresponding edge from G.V and
G.E, respectively (Lines 13-15). The algorithm finally returns R until all file IDs in G.V have been added into
R (Line 18).

Algorithm 3: Generating restore sequence based on graph

1: procedure RESTORE-GEN

Input: graph G

Output: restore sequence R
2 Initialize R as an empty sequence
3: while G.V is not empty do

(Continued)
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Algorithm 3 (continued)
4: Choose { fID, fID'} that has the largest weight in G.E

5: Append fID and fID’ into R
6: Remove {fID, fID'} from G.E
7: G.V=G.V-{fID, fID'}
8: while G.V is not empty do
9: Find {fID, fID*} € G.E that has the largest weight among all fID ¢ Rand fID* € G.V
10: if {fID, fID*} does not exist in G.E then
11: Break
12: end if
13: G.V =G.V - {fID*}
14: Append fID* into R
15: Remove {fID, fID*} from G.E
16: end while
17: end while
18: return R

19: end procedure

3.3 Trie-Based Approach

Both frequency-based and graph-based approaches generate the restore sequence R all at once. How-
ever, in practice, users’ access patterns are dynamic and subject to change. To adapt to dynamic changes in
access patterns, we propose a trie-based approach to gradually generate R based on users’ real-time access
patterns, in addition to the sequence of the historical access files H.

The proposed trie-based approach extends the principles of partitioned context modeling (PCM) [15],
which predicts the occurrence of a symbol using a trie structure. In PCM, each trie node represents a
symbol and stores its occurrence count (referred to as weight) relative to its parent node. An edge in the
trie connects two symbols that co-occur, with the parent node representing the first symbol and the child
node representing the subsequent symbol. For a given input string (a sequence of symbols), PCM traces a
path from the root to a non-leaf node and predicts the next symbol based on the most probable continuation
along the path.

We adapt PCM to predict file access patterns based on real-time user behavior. Our trie-based method
operates in two stages. In the first stage, the trie is constructed using the historical sequence H of accessed
files. A variable-sized sliding window W is utilized to scan H. The window size increases incrementally if the
sequence of file IDs in W matches an existing path in the trie (from the root to an internal node). If no match
is found, the window size is expanded to identify and incorporate longer access patterns into the trie.

In the second stage, the constructed trie is used to predict the next file to be accessed. If the predicted
file is not yet restored, it is pre-emptively restored. Otherwise, the file with the highest access frequency in H
is selected for restoration.

In the prediction process, the trie uses a sequence of recently accessed file IDs, derived from users’
real-time access patterns, to match a path in the trie. It selects the child node (i.e., the file ID) connected to
the path with the largest weight. If no matching path exists, no subsequent node is found after the path, or
the predicted file has already been restored, the sequence of recently accessed file IDs is updated to retain
only the most recent items, reducing the sliding window size. The process then attempts prediction again.
The rationale here corresponds to the case of decreasing the sliding window size after finding a new path in
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the trie-building process. In essence, the approach ensures that a shorter matched path is considered. If the
shorter path also fails, the process falls back to the basic case of using only the most recently accessed file ID
for prediction.

Algorithm 4 presents the pseudocode of the trie construction algorithm. It takes the sequence H of
historical records, as well as the minimum min (e.g., 3) and maximum max (e.g., 5) sizes of the sliding
window as input. It starts by filling a minimum sliding window W with the first min — 1 records of H for
initialization (Lines 2-4).

Algorithm 4: Building trie
1: procedure TRIE-BUILDING
Input: sequence of historical access records H, minimum sliding window size min, maximum
sliding window size max
Output: trie 7~

2: Initialize a sliding window queue W with capacity min
3: Initialize a trie 7~ with only a root node
4: Move the first min — 1 records of H into W
5: for each record r in H do
6: W. ENQUEUE(r)
7: if W does not correspond to a path in 7~ or |W| = max then
8: UppATE (W, T)
9: Run W.DEQUEUE for |W| - min + 1 times
10: end if
11: end for
12: if |W| > min then
13: Uppate (W, T)
14: end if
15: return 7~
16: end procedure
17:  function UPDATE
Input: a queue W of file IDs, trie 7
18: Initialize node.,, = T - root
19: for each record r in W do
20: if 7.fID does not correspond to any child node of node,,, then
21: Insert a new child node .fID for node,,,
22: end if
23: node,,, = nodec,,.child[r.fID]
24: node,,.weight = node.,,.weight +1
25: end for

26: end function

In the main loop, it adds the record r into W (Line 6). If the file IDs in W do not form a path of the
trie or W achieves the maximum window size, the algorithm updates the trie based on existing records in
W (Line 8) and then removes the first |W| — min + 1 records from W (Line 9). After all records in H have
been processed, the algorithm updates 7~ based on the remaining records of W (Lines 12-14), and returns 7~
(Line 15).
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The UpDATE algorithm takes the sliding window W and the trie 7~ as input. It first initializes a pointer
node.,, that points to the root of the trie (Line 18). For each record r in W, if r does not correspond to any
child node of node,,, it initializes a new node for r and inserts the new node as a child of node,,, (Lines
20-22). Also, it moves node,,, to the child node corresponding to r and increments the weight (Lines 23-24).

Algorithm 5 presents the trie prediction algorithm to predict file access sequence. It takes the trie 7, the
currently accessed file fID,, the minimum min and maximum max sliding window sizes, and the list L of
historically accessed files that are sorted by access frequencies as input. It initializes three data structures: (i)
D, which stores the files that are delayed to be restored; (ii) W, which stores a sliding window of file IDs; and
(iii) R, which stores the already restored files. If fID, has not been restored, the algorithm inserts fID, into
D (Lines 5-7). Also, the algorithm enqueues fID, into W (Line 8), and removes the first max — min + 11Ds
from W if W achieves the maximum size. Then, the algorithm attempts to predict the file to be accessed next
based on the trie, W and R, and returns fI D, (Line 12).

Algorithm 5: Trie prediction algorithm

I: procedure TRIE-PREDICTION
Input: the trie 7, current accessed file fID,, minimum sliding window size min, maximum sliding
window size max, list L of historical accessed files that are sorted by frequency
Output: the file ID fID, to be accesed next

2: Initialize queue D to record files that are delayed to be restored
3: Initialize set R to record already restored files
4: Initialize sliding window W
5: if fID, is not in R then
6: D.ENQUEUE(fIDy,)
7 end if
8: W.ENQUEUE(x)
9: if |W| = max then
10: delete first max — min +11Ds from W
11: end if
12: fID, = PreDICT(W, R, T")
13: if fID, = null then
14: if |W| > min then
15: delete first |W| — min +11IDs from W
16: fID, = PREDICT(W, R, T")
17: end if
18: if fID, = null then
19: delete first |[W| —11Ds from W
20: fID, = PreDICT(W, R, T")
2L if fID, = null then
22 if D is not empty then
23: fID, = D.DEQUEUE()
24: else
25: select the most frequently accessed file from L as fID,
26: end if
27: end if

(Continued)
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Algorithm 5 (continued)

28: end if

29: end if

30: Include fID, into R
3L Remove fID, from D
32: Remove fID, from L
33: return fID,

34: end procedure

35:

36: function PREDICT
Input: queue W, R and trie 7~
Output: predicted next access file fID,

37: Initialize node.,, = 7 .root and fID, = null

38: for each fID, in W do

39: if fID, doesn't correspond to any child of node,,, then
40: node.,, = nullptr

41: break

42: else

43: node.,, = nodey,.child[ fID, ]

44: end if

45: end for

46: if node.,, - child! = null then

47: select node with largest weight in node,,,,.child that doesn’t appear in R
48: fIDy = node.fID

49: end if

50: return fID,

51: end function

Note that fID, may be NULL in simple prediction (see our example below). Then, the algorithm
attempts to resize W in order to reduce the length of the necessary matching path of the trie. Specifically, it
first removes the first |W| — min +11Ds from W if W’s size is not less than min, and predicts fID, (Lines
14-17). If the prediction result is still NULL, the algorithm reduces the size of W and re-predicts fID, based
on only a single ID in W (Lines 18-20). If the last attempt fails (i.e., the prediction result is still NULL) and
D is not empty, it sets fID, as the first file that is delayed to be restored in D (Lines 22-24). Otherwise, if
D is empty, it chooses the unrestored file that is most frequently accessed in history as fID, (Lines 25-26).
Finally, it adds fID, as the restored file, removes fID, from D, removes fID, from L and returns fID,
(Lines 30-33).

The PrEDICT function takes the recent access file queue W, restored file queue R, and the trie 7 as input.
It initializes a pointer to 7 s root and the file to return y (Line 37). For each record in W (Line 38), if 7
doesn’t have a corresponding node (Line 39), move the pointer to nullptr and break (Line 40-41). Otherwise,
then move the pointer and continue to judge (Line 43). If all items in W have a corresponding node in 7~
(Line 46), it selects the unrestored node with the largest weight among the children of the W’s last item (Line
47-48).

Example. We present an example to illustrate the trie-based approach. Let the minimum and maxi-
mum window sizes be 3 and 5, respectively, and consider a historical sequence of accessed files H =
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(A,B,A,C,D,A,B,A,B,C,A,B,C,D,A,B,C,D, E, A). The sequence is scanned to generate multiple
variable-sized sliding windows of file IDs, which are then used to update the trie (Line 8 in Algorithm 4).

For instance, after scanning the first seven file IDs, sliding windows such as (A, B, A), (B, A, C),
(A,C,D),(C,D, A),and (D, A, B) are identified and inserted into the trie. As the sliding window progresses,
patterns matching existing trie paths are extended by increasing the window size. For example, (A, B, A)
matches a trie path, so the window is extended to (A, B, A, B), which is then added to the trie. Similarly, other
windows such as (A, B, C), (B, C, A), (C, A, B), (A,B,C,D), (C,D, A,B),(A,B,C,D,E),and (D, E, A) are
processed, leading to the final trie structure shown in Fig. 2.

Figure 2: Example of constructing trie with minimum sliding window size of 3 and max size of 5 for the historical
sequence ( A,B,A,C,D,A,B,A,B,C,A,B,C,D,A,B,C,D,E, A)

Next, assume the ground truth of the user’s access sequence is (C, D, A, B, B, E). Using the trie,
predictions for file restoration are made as follows. Starting with the first accessed file C, we predict D
(the most likely file to follow C) and restore it before the user accesses it. Similarly, A (following D) and B
(following A) are restored in advance. However, when the user accesses B again, no prediction is possible
because the path (C, D, A, B) terminates (i.e., B has no child nodes). At this point, the first two IDs, C and D,
are dequeued (Line 15 in Algorithm 5), and the next file predicted is C (the most likely file following (A, B)).

When the user accesses B again, the sliding window W = (A, B, B) does not match any path in the trie
7, resulting in a prediction failure (Line 12 in Algorithm 5). After handling the failure case (Lines 14-21),
the algorithm checks whether the delayed restore queue D is empty (Line 22). Initially, C is enqueued into
D when the user first accesses it, but on the fourth access (B), C is dequeued after being predicted. At this
point, D becomes empty. The algorithm then selects an unrestored file with the highest frequency. Since only
E remains unrestored, E is predicted (Line 25). After restoring E, all unique files are restored, ensuring that
subsequent accesses succeed.

The final restore sequence generated by the prediction algorithm is (D, A, B, C, E).

4 Design and Implementation

We present Histore for outsourced backup management. Histore provides a client, which realizes an
interface to outsource (restore) backups to (from) a remote cloud server. The client implements online restore
approaches (Section 3) that can improve users’ online restore experience based on historical access patterns.
Specifically, to capture historical access patterns, we assume that the cloud maintains access logs about users.
We argue that the assumption is practical since many service providers track users’ access statistics to improve
the quality of service [22-25]. Our current Histore prototype includes 5.3 K lines of code (LoC) of C++ code.
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4.1 Store Management

To store a backup, a client first collects the file metadata (e.g., name and size), as well as the ownership
information (e.g., the identifier of the user that processes the backup). and then transmit both file data and
metadata to the cloud.

The cloud maintains two key-value stores (both of which are implemented via LevelDB [26]) to manage
the metadata information. Specifically, the file index maps each backup’s file pathnames to the corresponding
files’ metadata, such as size. The user index maps each user identifier to the latest backup version number of
the user.

To manage stored backups, Histore maintains a home directory for each available client. When a client
stores a backup, the cloud creates a version directory to store the backupss files. Here, in the version directory,
we preserve the original filename of each file in a backup. In addition to backup contents, the cloud manages
alog file access. log in the version directory to record the historical access pattern of the corresponding
backup. In our current implementation of Histore, the cloud only keeps the most recent K backups. If the
client stores the K + 1-th backup, the cloud automatically removes the oldest backup.

4.2 Restore Management

Histore implements three restoration approaches (Section 3), allowing clients to select their preferred
method. Specifically, upon receiving a restore request from a client, the cloud decides which files in the
corresponding backup need to be restored first. The cloud generates a stored file list for the backup, where
items are sorted by historical access frequency. The frequency-based approach directly restores each file based
on the list.

In the graph-based approach, Histore implements the graph via an adjacency list shown as Fig. 3a, as
well as stores the edge weights in a hash table shown as Fig. 3b. The hashtable is mainly used to speed up the
process of graph building.

edge hash
edge weight
[file hash | H{fienash ][] left child
l right child
| l N e =
[file hash |—{ ... [—{file hash ]
(a) Adjacency list (b) Hashtable

Figure 3: Key data structures used in the graph-based approach

The index of the hashtable is computed as the hash of an edge, derived from the hashes of the two file
pathnames. The corresponding value in the hashtable is a Binary Sort Tree [27], which resolves hash collisions.
This structure enables efficient edge lookup during insertion to determine whether the edge already exists.
If the edge does not exist, a new node is appended to the binary tree; otherwise, the weight of the existing
node is updated.

The adjacency list is employed to accelerate graph splitting. The head nodes of the adjacency list store all
vertices of the graph (represented by the hashes of file pathnames), while the adjacent vertices of each node
are stored as entries following the corresponding head node. During graph splitting, the greedy algorithm
iteratively retrieves a vertex’s adjacent vertices and removes edges from the graph. With the adjacency
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list, locating a vertex’s neighbors only requires traversing its head node, and edge deletion involves simply
removing the corresponding entries.

In the trie-based approach, the trie is implemented as a multi-fork tree, where each node maintains the
filename, its weight, and a child map. The child map stores mappings between filenames and pointers to their
respective child nodes.

To restore a backup, the client sends a restore request to the cloud. The cloud first retrieves the user’s
latest backup version using the user index. If the frequency-based or graph-based method is selected, the
cloud invokes the corresponding module to generate the restore sequence R using access . 1og, sending
file pathnames, sizes, and content to the client in the order specified by R. If the trie-based method is used, the
cloud initializes the trie structure from access.log. Concurrently, the client periodically transmits the
most recent access sequence (five items at a time) to the cloud, which uses this sequence to predict subsequent
restore targets. Once the entire backup is transmitted, the cloud signals completion by sending a flag to the
client before closing the connection.

4.3 Optimization

We adapt the commonly used multi-threading optimization techniques to parallelize the communica-
tion, processing, and storage I/O of the cloud in the pipeline. Also, we are multi-threading the service for
different clients.

4.4 Discussion

Histore currently focuses on scenarios where a single cloud server processes unencrypted plaintext
backups. In this section, we address the potential limitations under such a scenario.

Distributed cloud storage. At present, Histore only supports backup restoration using a single cloud
server. To enhance scalability and support distributed storage, Histore can partition backups and store them
across multiple storage backends. During restoration, these backends can operate in parallel, significantly
improving the throughput of Histore. However, this approach reduces system reliability, as the failure of
any storage backend may render part or all of the backup unrecoverable, leading to restoration failure. To
mitigate this issue, redundant storage [28] or erasure coding technique [29] can be employed to improve
system stability and ensure data recovery in the presence of backend failures.

Data security. Currently, Histore handles plaintext backup content in the cloud. Given that the cloud and
client often belong to different organizations and third-party cloud providers operate in potentially vulnera-
ble network environments [30,31], users may distrust cloud memory and persistent storage devices [32]. To
ensure data confidentiality, backups can be encrypted on a per-file basis at the client side prior to upload
and decrypted during restoration. However, as the proposed methods (Section 3) rely on access patterns
and metadata, these inevitably become exposed to the cloud, introducing the risk of side-channel attacks.
While existing techniques, such as Oblivious RAM [33,34], can fully obscure access patterns and metadata,
they conflict with the design goals of Histore. Addressing this limitation remains an open problem for

future work.

5 Evaluation

5.1 Setup

Datasets. We use two mixed datasets to drive our evaluation. The first dataset is mix-1. We use the process
monitor [35] to collect the file system, registry, and process/thread activities of a student’s machine (that
runs Windows 10) in our research group in the period of June 19 to June 25, 2021. We exclude the system
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directories Windows, ProgramData, Intel, AMD, and Drivers (if the latter three exist), and focus
on the readFile and writeFile operations that are applied on the remaining files. We merge multiple
consecutive reads (writes) on an identical file into one read (write) to the file.

However, since our collected logs do not contain file metadata, we associate each unique file record in
the access log with a file in the FSL snapshots, which represent daily backups of students’ home directories
from a shared network file system [36]. Each FSL snapshot consists of a sequence of file names and their
corresponding sizes. We choose two FSL snapshots with as many files as access logs and write random values
repeatedly to each file (in these snapshots) with the specified size. We then map each file record of the access
log to a replayed file in the FSL snapshots based on the principle that small files are likely to be accessed
frequently. The mix-1 dataset contains the file access data of the same user for 2 consecutive days, and the
dataset finally includes 59 GiB of file data.

The second dataset is mix-2, which maps on access records in the Microsoft Research Cambridge
(MSRC) dataset [37] to files in the MS dataset [38]. Specifically, the MSRC dataset includes the block-level
access records collected from multiple servers, and we focus on the directory hm_1. Note that we assume that
each independent access block corresponds to a distinct file. Since the MS dataset only contains a list of file
metadata, which is similar to that in FSL, we randomly choose three MS snapshots and generate synthetic
files with random content based on the metadata and map the files to the access sequence in hm_I based on
the principle that small files are accessed more frequently. The resulting mix-2 dataset contains 333 GiB of
file data.

Testbeds. We configure a LAN cluster for the cloud and multiple clients. We have two types of machines:
host and cloud. Our host machines are equipped with an 8-core 2.9 GHz Intel Core i7-10700 CPU, 32 GB
RAM, and a 512 GB Non-Volatile Memory Express (NVMe) SSD alongside a 4 TB 7200 rpm SATA HDD.
While our cloud machine has a 16-core 2.1 GHz Intel Xeon E5-2683 v4 CPU, 64 GB RAM, and a RAID 5 disk
array based on four 4 TB 7200 rpm SATA HDD. All machines are running Ubuntu 20.04 LTS and connected
with a 10 Gigabit Switch.

5.2 Theoretical Analysis

To illustrate the effectiveness of the three restoration approaches, we followed the simulation
(see Section 2 for details) to compare the availability ratio and delayed time of the three approaches to the
baseline approach. We split the two datasets mix-1 and mix-2 to generate historical access sequences H and
current access sequences A, and generate different restore sequences R based on H and A. Specificity, for the
mix-1 dataset, we use the user’s access sequence of two consecutive days, taking the access sequence on the
first day as the historical access sequence H and the access sequence on the second day as the user’s current
access sequence A. For the mix-2 dataset, we equally divide the MSRC’s access sequence into two equal parts.
The first half is H, and the second half is A.

Here, we run the cloud program on our cloud machine and the client’s program on the host machine,
while setting the network bandwidth as 100 MiB/s to get each file’s restored time. We evaluate the availability
rate, which is the number of successfully accessed files divided by the total number of current accessed files.
In addition, we consider delayed time rate as the current cumulative delayed time of the target approach
divided by the baseline approach’s cumulative delayed time.

Fig. 4a,b shows the theory availability ratio of four restoration approaches changes with the restoration
process. For both mix-1 and mix-2 datasets, with the Frequency, Graph and Trie restore sequence, the system
can achieve more than 99% availability ratio after restoring about 7% of the files, while with the baseline
(alphabetical) restore sequence, it can only reach 50%-70% and 12% for the mix-1 and mix-2 datasets,
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respectively. We noticed that the availability ratio of the baseline approach differs significantly in the two
datasets. This is because the name of the frequently accessed file in A of the mix-I dataset is at the top of the
alphabetical sequence.
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Figure 4: Availability ratio of two datasets on different restoration approaches. The x-axis presents the whole restore
process

Fig. 5a,b shows the delayed time ratio of four restoration approaches when processing the two datasets.
Since the cumulative delayed time of the baseline is the denominator for calculating the delayed time rate,
its delayed time ratio is always kept as 1 (the red line), and the lower the delayed time rate, the lower the
access delayed time than the baseline. For both mix-1 and mix-2 datasets, the three approaches can effectively
reduce the delayed time in the whole process. For the mix-1 dataset, the frequency-based approach is the best
that could reduce the delayed time by up to 99.7%. While the graph-based approach is the worst, which could
only reduce the delayed time by 94%. In addition, for the mix-2 dataset, the graph approach first reduces the
delayed time, then increases the delayed time by a part. This is mainly because the graph approach utilizes
the principle of the local optimal solution used, which is not globally optimal on the mix-2 dataset.
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Figure 5: Delayed ratio of two datasets on different restoration approaches. The x-axis presents the whole restore
process

5.3 Performance Evaluation

In the performance evaluation, we focus on the impact of different storage media, network bandwidth,
and the number of users on the three restore approaches compared with the baseline alphabetical approach.
Our key findings are as follows:

1)  Our three approaches have performed well on different storage media for different datasets. They can
reduce the client’s delay time by 4x-700x compared to the baseline approach.

2) Increasing the bandwidth of the network can effectively reduce the delay time of users. When the
network bandwidth is increased by 10x, the total delayed time of the baseline approach could be reduced
by 14.8x, and the other three approaches proposed in this paper can reduce 2.2x~6.2x.

3)  Our system’s store throughput can reach 829.0 MiB/s, and restore throughput can reach 1083.5 MiB/s
with multiple clients.

Exp#1 (Delayed time of restoration approaches). We evaluate the actual cumulated delay time based on
two types of storage media during restoration. Here, unlike in the theoretical analysis, we deploy both cloud
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and client programs on the host machine to evaluate the cumulated read delay when restoring files from
cloud-side HDD to client-side HDD and from cloud-side SSD to client-side SSD.

Figs. 6 and 7 show the results of accumulated delayed time on the client side with the restore process.
Obviously, under the condition of SSD storage media, the overall restore time is significantly lower than that
of HDD storage media due to higher I/O bandwidth. And under each storage media, the baseline approach
(alphabetical order) has the worst performance. In addition, the current access sequence A includes access
to new files that do not appear in the backup and will not increase the delayed time.
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Figure 6: (Exp#1) Cumulative distribution function (CDF) of delayed time of two datasets on different storage media.
HDD to HDD means restoring files from the cloud-side HDD to the client-side HDD. The x-axis presents the whole
restore process
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Figure 7: (Exp#1) CDF of delayed time of two datasets on different storage media. SSD to SSD means restoring files
from the cloud-side SSD to the client-side SSD. The x-axis presents the whole restore process

For the mix-1 dataset, the frequency-based approach outperforms all approaches with both SSD and
HDD storage media. The reason is that the frequency-based approach has a very low computation overhead
for generating a restore sequence and has no communication overhead during the restoration process. Under
SSD storage media, trie-based and frequency-based approaches have a better performance than HDD. In
addition to the reason for the faster read and write speed of SSD, it also shows that trie-based and frequency-
based approaches have better performance when the frequently accessed files are small files.

For the mix-2 dataset, the trie-based approach performs better than the others. The reason it outper-
forms the other approaches in the mix-2 dataset but not in the mix-1 dataset is that the mix-2’s access sequence
during restoration has higher locality than mix-I and the trie-based approach restores files with priority in
terms of locality. The graph approach has the longest delay time due to high computation overhead. However,
the three approaches have significantly reduced the delay time compared to the baseline approach. Although
the graph-based approach has the worst performance, it can still reduce 4 x the client’s delayed time compared
to the baseline approach. While in the best case (mix-2), the trie-based approach can reduce up to 700x the
client’s delayed time compared to the baseline approach.

Exp#2 (Network speed’s influence on delay time). To study the impact of network bandwidth on cumulative
delayed time, we set up the cloud program on our cloud machine and the client programs on the host
machines. In addition, we controlled the network bandwidth at 5, 10, 20, and 50 MiB/s via trickle [39].
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Fig. 8 shows the results of four approaches to the cumulative delayed time when finishing the restore
for the mix-1 dataset under different network bandwidths. When the network bandwidth is 50 MiB/s, the
frequency-based approach could reduce the total delayed time to the lowest 1.08 s. In contrast, when the
network bandwidth is reduced to 5 MiB/s, the total delayed time of the frequency-based approach reaches
3.6 s, which is 3.3x that of the former. For comparison, the baseline approach is more seriously affected by
the network bandwidth. When the network bandwidth is reduced from 50 to 5 MiB/s, the total delayed time
increases by 14.8x to 2357.2 s. Increasing the network bandwidth is effective in reducing the delay time, which
mainly comes from two aspects. On the one hand, the cumulative restore time is shortened. On the other
hand, increasing the network bandwidth can make the restoration time of all files earlier, so that the files that
were not restored at a certain time in the access sequence A at a lower network bandwidth may be restored by
the high network bandwidth. Overall, the three approaches we introduced have the lower cumulative delay
time; the frequency-based approach is the best, followed by the trie-based approach, and the graph-based
approach. Note that the graph-based approach incurs the highest delay time over the three approaches due
to high computational overhead.
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Figure 8: (Exp#2) The cumulative delayed time of the four restore approaches under different network bandwidth (For
clarity, the y-axis uses a base-2 logarithmic axis)

Exp#3 (Multi-client stores and restores). We evaluate the performance when one or more clients issue
Store/Restore concurrently. We extend Exp#2 from two aspects. First, we deploy the clients and the cloud’s
storage backend in ramdisk. Also, we set each client to store 3.97 GiB files data sampled from mix-I dataset
to the cloud, and then restore files of the same size from the cloud, and evaluate the aggregate store (restore)
speed as the ratio of the total stored (restored) data size to the total time all clients finish the stores (restores).

Fig. 9a shows the accumulated store throughput, which is the same for all four approaches due to the
files being stored in the order of appearance. The overall store throughput of the system increases with the
number of clients first (620.1 MiB/s for one client) and reaches the maximum throughput of 829.0 MiB/s at
two clients due to resource contention, then decreases with the increase of the number of clients.
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Figure 9: (Exp#3) Multi-client throughput. The store throughput is the same for all four schemes as all files are stored
in the order in which they appeared

Fig. 9b shows the accumulated restore throughput vs. the number of clients. The aggregate
restores throughput of four approaches increases with the number of clients and finally plateaus
when reaching the maximum throughput of 1083.5 MiB/s at 6 clients for the baseline approach and
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1072.2, 926.4, and 1021.2 MiB/s at 7 clients for frequency-based, graph-based and trie-based
approaches, respectively.

Compared with the baseline approach, the frequency-based approach introduced merely 1.0% per-
formance overhead since it only needs to process the historical sequence once, which has only minimal
computing overhead. The graph-based approach has the lowest throughput of the four approaches and
introduced 14.5% overhead compared with the baseline approach. The reason is that obtaining the correlation
between files for each client requires a fixed computational overhead, which would not change with the
number of clients. Since the trie-based approach needs to constantly predict the restore file through the
current access file’s information, it leads to enormous computational overhead. It has the slowest restore
throughput when the client number is small. However, it outperforms the graph-based approach when the
number of clients increases since the restore manager uses the file in the default frequency sequence as the
target restore file to take the place of the target file that cannot be calculated in time.

6 Related Work

Backup restore. Previous works focus on accelerating restore speed. Cumulus [5] applies segment cleaning
to reduce the amount of backup data to be downloaded in the restore procedure. Data deduplication [40,41]
introduces chunk fragmentation [6] and degrades restore performance. A large body of works [6-8,42]
address chunk fragmentation to improve restore speed. This paper focuses on online restoration and
preserves the performance of users’ foreground operations. In addition, the rapid evolution of blockchain
technology [43,44] has significantly advanced data storage infrastructure in recent years. Sokolov et al. [45]
proposed improvements to backup restoration leveraging blockchain, while Singh and Batra [46] examined
its applications across multiple cloud service providers. Nevertheless, the performance of blockchain-
based backup restoration remains constrained by the overhead introduced by consensus mechanisms and
communication requirements [47].

Nemoto et al. [48] propose on-demand restore, which recovers directories and files based on users’
requests prior to less important ones. This work differs from on-demand restore [48] for automatically
scheduling the restore sequence of files.

Table 1 compares Histore with several representative backup restoration approaches. In summary,
Histore is the first online backup restoration system to leverage access patterns, achieving superior
restoration performance compared to existing approaches.

Table 1: Comparisons between histore and several representative existing backup restoration approaches

Approach Exc:;t;::on Granularity Key technique Limitation
Container cabpine and Users must wait for the entire
[6] Ofiline Block level bp g backup to restore before
forward prefetching ,
accessing data
[48] Online File level On-demand restore Onlya subse‘t of files in the
backup is restored
_ . Blockchain-based strategy Performance is limited by
4
4] Online File level for decentralized system  blockchain’s inherent overheads
Ours Online File level Restore sequence scheduling ~

based on access patterns
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Modeling access patterns. This paper is related to previous works that model historical access patterns from
the block level (e.g., [12,49,50]) and the file level [14,15,51-53], in order to predict future access. We focus on
modeling the file-level access pattern. The last successor predicts that access to each file will be followed by
the same file that followed the last access to the file. Amer and Long [51] extend the last successor model
by tracking access locality (i.e., some files are more likely to be successively accessed, followed by each file),
and makes predictions only for the files with strong access locality. Amer et al. [52] augment Noah with the
tunability of the prediction accuracy and the number of predictions made.

In addition to the last successor model, Kroeger et al. [14,53] propose two context-aware models to
make predictions. The first model builds a graph to track the frequency counts of file accesses within a
sliding window, and predicts future access based on the file that is most likely to be accessed after the current
file. The second model builds a trie to track file access events via the multi-order context modeling, and
predicts future access based on the probability that the child’s access occurs. EPCM [15] extends the trie-
based approach [14,53] to predict the sequence of upcoming file access. Nexus [54] extends the graph-based
approach [14] to aggressively prefetch metadata. We highlight that our schemes are focused on generating
predicted sequences of restore files rather than individual files.

Additional works (e.g., FARMER [55], SmartStore [56], SANE [57], and SMeta [13]) build semantic-
aware models on metadata, in order to accelerate metadata queries or improve prefetching accuracy in
distributed file systems. However, the semantic-aware models incur high storage overhead for storing the
attributes of metadata objects, as well as high computational overhead for counting the similarity degrees of
different objects.

7 Conclusion

We present Histore, which exploits correlation among backup files through the user’s file historical
access information to adapt the backup file restore sequence. Our main concern is to improve the user’s
access success rate during the restoration period while reducing the user’s delayed time under the online
restore scenario. We propose three different approaches for generating restore sequences, namely frequency-
based, graph-based, and trie-based approaches, and implement a system to evaluate our idea. We discuss
the limitations of our current system in terms of scalability and security. We extensively evaluate our system
from the theoretical and practical aspects. We show that Histore effectively reduces users’ delayed time by
4-700x with only 1.0%-14.5% additional performance overhead while improving the user’s file availability
during restoration.
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Abbreviations/Acronyms

CDF Cumulative Distribution Function
LoC Lines of Code

RAM Random Access Memory
AMD Advanced Micro Devices, Inc.
NVMe Non-Volatile Memory Express
LAN Local Area Network

HDD Hard Disk Drive

SSD Solid State Drive

NVMe Non-Volatile Memory Express
MSRC Microsoft Research Cambridge
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