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ABSTRACT: Peridynamics (PD) demonstrates unique advantages in addressing fracture problems, however, its
nonlocality and meshfree discretization result in high computational and storage costs. Moreover, in its engineering
applications, the computational scale of classical GPU parallel schemes is often limited by the finite graphics memory
of GPU devices. In the present study, we develop an efficient particle information management strategy based on the
cell-linked list method and on this basis propose a subdomain-based GPU parallel scheme, which exhibits outstanding
acceleration performance in specific compute kernels while significantly reducing graphics memory usage. Compared
to the classical parallel scheme, the cell-linked list method facilitates efficient management of particle information
within subdomains, enabling the proposed parallel scheme to effectively reduce graphics memory usage by optimizing
the size and number of subdomains while significantly improving the speed of neighbor search. As demonstrated in PD
examples, the proposed parallel scheme enhances the neighbor search efficiency dramatically and achieves a significant
speedup relative to serial programs. For instance, without considering the time of data transmission, the proposed
scheme achieves a remarkable speedup of nearly 1076.8× in one test case, due to its excellent computational efficiency
in the neighbor search. Additionally, for 2D and 3D PD models with tens of millions of particles, the graphics memory
usage can be reduced up to 83.6% and 85.9%, respectively. Therefore, this subdomain-based GPU parallel scheme
effectively avoids graphics memory shortages while significantly improving the computational efficiency, providing new
insights into studying more complex large-scale problems.
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1 Introduction
The damage, fracture, and failure problems are commonly observed in aerospace, civil, mechanical, and

other engineering fields. However, it is challenging to accurately simulate and analyze these complicated
phenomena using numerical methods. Classical mesh-based methods, such as the finite difference method
(FDM), finite volume method (FVM), and finite element method (FEM), have tried to address these
issues [1–3].

However, these approaches based on classical continuum mechanics, are discretization approaches
employed to discretize classical partial differential equation (PDEs), which are not applicable to fracture
problems. To overcome these limitations, Silling et al. [4–6] proposed a nonlocal Peridynamics (PD)
theory, which is also a continuum mechanics theory but one that can be discretized with meshfree point
collocation or finite elements. In contrast to classical continuum mechanics approaches, PD reformulates
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classical partial differential equations into integrodifferential equations, which allow damage to originate
in multiple locations within the material and propagate along arbitrary paths without the need for special
crack propagation criteria. Therefore, PD provides a coherent theoretical framework for dealing with fracture
problems. Until now, PD theory has been demonstrated broad applicability and significant engineering
values in a variety of fields, including fracture analysis of brittle materials such as ceramics [7] and glass [8],
interlaminar delamination predictions of composite materials [9], crack propagation assessment in concrete
structures [10], and prediction of crack evolution during hydraulic fracturing of shale [11].

The meshfree point collocation method is one of the commonly used approaches for discretizing the
governing equations of PD theory [12]. Similar to many meshfree methods, the neighbor search and neighbor
list maintenance are rather expensive in PD, which are not necessary in classical mesh-based methods due
to their mesh connectivity [13]. Therefore, PD requires higher computational and storage resources than
classical mesh-based methods, posing significant challenges for solving large-scale problems [14].

To extend the application of PD theory, it is critical to improve their computational efficiency and reduce
the memory usage [15,16]. One effective approach is to enhance the efficiency of the PD theory itself, such
as using a uniform grid-based approach to optimize neighbor retrieval and link-list pairing [17]. Another
strategy involves combining local theories with global theories to minimize computations in non-core
regions [18]. Moreover, Mao et al. [19] proposed a mixed-precision GPU computation for Smoothed Particle
Hydrodynamics (SPH) method, where low-precision was applied to accuracy-insensitive components to
reduce computation time. And, Xu et al. [20] explored machine learning scheme to reduce computational
complexity, but their acceleration effect remains highly limited. Particularly, due to the independence
of particle calculations, parallel computing is beneficial for the acceleration of meshfree discretization
methods [21]. In 2012, the open-source project Peridigm was parallelized using CPU-based Message Passing
Interface (MPI) and released as the first software package specifically developed for PD [22]. In addition,
Fan and Li [23] attempted to accelerate PD computations using OpenMP. However, similar to the MPI-
based approach, this CPU-parallel scheme still requires each processor to handle a large number of particles,
limiting the effect of maximum parallelism. As a result, the improvement in acceleration efficiency is
restricted to only an order of magnitude.

Recently, the development of GPUs offers a promising pathway for parallel implementation. Unlike
CPUs, which provide 10 to 1000 independent active threads, GPUs can support over 100,000 active threads
simultaneously [24]. Thus, GPU-based parallel programs have been developed for mesh-free discretization
methods to achieve significantly higher efficiency. Boys et al. [25] proposed the PeriPy, a lightweight and
high-performance Python package for solving PD problems on a CPU/GPU platform in solid mechanics.
Its GPU solving efficiency is 3.7 to 7.3 times faster compared to existing OpenMP solvers. In addition,
Crespo et al. [26] employed CUDA to accelerate DualSPHysics, generating an improvement of two orders of
magnitude over its serial counterpart which provided a valuable reference for the parallelization of numerical
simulation programs based on meshfree discretization methods. Moreover, Zheng et al. [14] developed a
parallel PD program with finite element discretization for large deformation problems in thin-shell structures
and achieved significant accelerations, further expanding the applicability of GPU parallel schemes in PD
theory. Recently, Wang et al. [27] classified data types and designed a more efficient parallel scheme by
optimizing graphics memory usage, resulting in an impressive 620.3× speedup. Noteworthy, although the
GPU parallel schemes demonstrate significant efficiency improvements over serial programs, the computa-
tional size remains constrained by the limited memory capacity of GPUs. Bartlett and Storti [28] proposed
a memory optimization method utilizing regular grids, reducing memory consumption by approximately
50%. Wang et al. [29] suggested a multi-GPU distributed parallel scheme, which exhibits great potential
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for large-scale simulations but requires additional hardware resources. Therefore, how to effectively use the
limited graphics memory to perform larger-scale simulations remains a challenge.

Intriguingly, CUDA enables the packaging of GPU code into discrete functions (kernel functions) with
data transferring between the host and device explicitly managed by the programmer [30,31]. This provides
an opportunity to address the limitations of graphics memory on computational scale through optimizing
data transfer strategies. Among various meshfree methods [32–34], the cell-linked list approach mainly
divides the computational domain into small grid cells and then restricts neighbor searches to adjacent
cells, which avoids the unnecessary traversal of unrelated particle pairs, thereby significantly improving
the neighbor search efficiency. Moreover, the cell-linked list approach can also provide an efficient scheme
for managing particle information within subdomains [35]. In the present study, we mainly employed the
efficient particle management of the cell-linked list approach to partition the computational domain based
on device capabilities and establish an effective data transfer strategy, enabling batch-wise computation on
the GPU.

Consequently, in the present study, we proposed a GPU parallel scheme with subdomain computing.
This scheme divided the computational model into multiple subdomains, recorded particles in each subdo-
main using a cell-linked list method, and then transferred particle information for only one subdomain at
a time. By controlling the size and number of subdomains, this approach effectively avoids the constraints
caused by limited graphics memory on computational scales. As implemented in PD models, the results
demonstrate that the subdomain-based GPU parallel scheme exhibits outstanding acceleration performance
while significantly reducing GPU memory usage. Particularly, unlike other methods that sacrifice com-
putational accuracy to reduce memory consumption [28], this approach does not result in any loss of
accuracy. Therefore, this study proposes an effective scheme for reducing graphics memory usage while
maintaining acceleration performance in large-scale PD simulations. Noteworthy, as PD is discretized with
the meshfree point collocation method, this scheme may provide significant insights into the acceleration of
the meshfree method.

2 The Theory and Implementation of Subdomain-Based GPU Parallel Scheme
PD method exhibits significant advantages and excellent performance in crack simulation by intro-

ducing a non-local interaction range. Particularly, the bond-based PD (BB-PD) modeling exhibits better
numerical stability compared to state-based PD. In addition, BB-PD models are easy to be implement,
which can effectively demonstrate the computational efficiency of this parallel scheme. Therefore, in the
present study, the subdomain-based GPU parallel scheme was introduced into two-dimensional (2D) and
three-dimensional (3D) BB-PD calculations. The computational efficiency and graphics memory were then
examined and compared with classical parallel schemes and serial programs without domain division. In
the following, we will introduce the implementation of the subdomain-based GPU parallel scheme on
BB-PD models.

2.1 Bond-Based Peridynamics Theory
In BB-PD theory, the model can be discretized into a number of material points. As shown in Fig. 1,

a material point x located in a continuous domain has neighboring points in a domain Hx (horizon) with
radius δ. ξ and η denote the relative positions and displacements of the material point x, respectively, and
their expressions can be given as,

ξ = x′ − x (1)
η = u (x′, t) − u (x , t) (2)
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Figure 1: Schematic diagram of BB-PD theory

The force density vector arises from the bond connecting a pair of points in the deformed configuration.
In BB-PD theory, the magnitudes of the force density are equal and parallel to the relative position vector
ξ + η in the deformed configuration. Its expression is given as,

t(η, ξ) = 1
2

cs η + ξ
∥η + ξ∥ = −t′ (η′, ξ′) (3)

where, s represents the relative stretch of the bond and c represents the bond constant, which are defined by
the following formula.

s = ∥η + ξ∥−∥ξ∥
∥ξ∥ (4)

c = {12k1/πhδ3 D = 2
18k2/πδ4 D = 3 (5)

in which k1 and k2 are the 2D and 3D bulk modulus, respectively, and h is the thickness of the 2D model.
At any moment t, the motion equation of the material point x can be expressed as:

ρ (x) ü (x , t) = ∫
Hx
[t (η, ξ) − t′ (η′, ξ′)]dVx′ + b (x , t) (6)

where, ρ(x) represents the mass density of material point x, and ü(x , t) represents the acceleration vector
field of material point x. Vx′ denotes the volume of the region where the material point x is located, and b(x,
t) is the body force density acting at point x. As the size of the horizon decreases to zero, PD theory converges
with Continuum Mechanics [36].
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The damage of the particle x is controlled by a damage function, as shown in Eqs. (7) and (8).

φ(x , t) = 1 − ∫Hx
μ (x , t)dVx

∫Hx
dVx

(7)

μ = {1, s < s0
0, s > s0

(8)

where, μ is a scalar function that depends on time t, with an initial value of 1. When the relative stretch
s reaches the critical value s0, μ changes to 0, indicating that the bond between the two material points
is completely fractured. In addition, for isotropic materials, since there is only one independent material
constant c, BB-PD theory restricts the material’s Poisson’s ratio to specific values (1/3 for 2D problems and
1/4 for 3D problems).

2.2 Numerical Solution Procedure
A classical computational model for PD simulations, i.e., meshfree point collocation, was used here for

the discretization. Therefore, the integrated formula in Eq. (6) can be expressed as,

ρ
. .
u (x , t) = ∑

x′∈Hx

(t − t′)Vx′ + b (x , t) (9)

To evaluate the efficiency of the proposed parallel scheme, we examined both quasi-static and transient
2D and 3D PD problems utilizing different integration methods. For transient problems, a central-difference
explicit integration method (CDEI) was employed; while for quasi-static problems, an adaptive dynamic
relaxation method (ADR) was used [37].

In CDEI, the relationship between the acceleration, velocity u̇, and displacement u of particle x is
given by

u̇n = un+1 − un−1

2Δt
(10)

ün = un+1 − 2un + un−1

Δt2 (11)

where, the subscript n denotes the nth iteration.
In ADR, the PD equations of motion for all particles in the system can quickly converge to a steady state

through introducing virtual inertia and damping terms. Then combined with CDEI, the displacement u and
velocity u̇ at the next time step can be obtained as

u̇n+1/2 =

⎧⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎩

(2 − CnΔt) u̇n−1/2 + 2ΔtD−1F n

(2 + Cn Δt) , n > 0

ΔtD−1F n

2
, n = 0

(12)

un+1 = un + Δtu̇n+1/2 (13)

Here, D is the fictitious diagonal density matrix, whose diagonal elements can be selected based
on Greschgorin’s theorem [12]. C is the damping coefficient, and F is the force vector composed of PD
interactions and body forces.
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2.3 The Cell-Linked List Method
The cell-linked list method is a spatial decomposition algorithm commonly used in meshfree meth-

ods [35]. Particularly, this method decomposes the whole model into a number of domains (cells) and records
the particles within the cells in numbered order with the form of a linked list. In the present study, we
employed this cell-linked list method to divide the computational domain, although the classical cell-linked
list method has unique requirements on the size of the cell in optimizing neighbor search [32]. Therefore, each
cell can be divided arbitrarily according to the user’s needs with the requirement that the size of the cell size
should be larger than the particles’ interaction range. In addition, in order to fully employ the computational
power of the GPU, each cell was kept at the same size as much as possible.

To record the particle number of each cell, as shown in Fig. 2, we created two arrays. Each element of
the “head array” corresponds to a cell, records the largest particle number in the cell, and that element is
used to address the “list array”, which records the next particle number in the cell. Following the index of the
list, we then reached the last particle in the cell, i.e., the smallest particle, whose corresponding element was
−1. This indicates that the index was terminated here. Consequently, the particles in each cell can be labeled
according to the order of particle numbers from the largest to the smallest, which facilitates the extraction
of the particle elements in the same cell in the original array and saving them in the order of the cell.

Figure 2: Method of cell-linked list

2.4 Data Structure
The main advantage of this proposed parallel scheme is its ability to effectively reduce the program’s GPU

memory usage by dividing the computational domain, when the memory required for the simulation exceeds
the hardware’s capacity. Therefore, it is more efficient to employ the size of each computational subdomain
corresponding to the memory limit that the computer can provide. The size of the subdomain in the parallel
scheme can be determined using the following method.

First, as shown in Fig. 3, the model was divided into several cells, and each cell was extended outward by
a distance δ (the horizon) to form a boundary region. Cell A and boundary A constitute subdomain A. All
cells are non-overlapping and fully cover the entire structure. The presence of the boundary regions ensures
that the neighbor information of particles within each cell is complete, thereby guaranteeing computational
accuracy. As shown in Eqs. (14) and (15), the number of subdomains (cell_Num) and the maximum number
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of particles in each subdomain (cell_maxNum) were closely related to the GPU configuration, especially the
size of the GPU memory.

cel l_maxNum = a GPU Memor y
∑Variabl e size

0 < a < 1 (14)

cel l_Num ≥ Total Number
box_maxNum

(15)

where,∑Variabl e size denotes the sum of the size of each variable type, i.e., the graphics memory required
to store all the information of one particle. To avoid additional graphics memory consumption due to
memory alignment and other factors, a correction coefficient a was defined to represent a portion of the
graphics memory. Therefore, the actual employed memory size was given by: a ×GPU Memory. The variable
Total Number indicates the total number of particles in the model and variable box_maxNum indicates the
maximum number of particles that can be accommodated in a single computational domain.

Figure 3: Domain partitioning based on cell-linked list

Based on the cell-linked list method described in Section 2.3, the particles within a subdomain were
labeled in descending order of their original indices. Moreover, this study uses an explicit solution method to
update particle motion, and the computation at the current time step only relies on the particle information
from the previous time step. As shown in Fig. 3, before the computation at the current time step (time step
k+ 1), the particle information from the previous time step (time step k) is transferred to the new array (array
“Old” to “New”) in the order of “Cell A, boundary A, Cell B, boundary B. . .”. The corresponding pseudo-
code is outlined in Algorithms 1 and 2, as shown in Table 1. During computation, as shown in Fig. 4, the
data are sequentially transferred to the device according to the subdomain order to perform calculations for
the corresponding cells. Meanwhile, particle information of the boundary region remains read-only, thus
consistently retaining data from the previous time step. Since only particles within the cells are updated, this
effectively avoids redundant calculations on particles of the boundary region.

After completing all computations for all subdomains, the method provided by Algorithm 2 (swap of the
positions of arrays “New” and “Old”) may be employed to transfer the particle information corresponding
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to cells in array “New” to “Old”. This facilitates the output of results for the current time step. Mean-
while, the particle information stored in array “Old” has been updated. Therefore, combined the updated
particle information in array “Old” with the boundary region particle copying procedure in Algorithm 2,
the particle information in the boundary regions of array “New” can be updated. This process ensures that
all particle information in array “New” is updated to the current time step, thereby maintaining consistency
of particle data across subdomains.

Table 1: Pseudo-code for constructing subdomains

Algorithm 1 Recording the cell to which the particle 

belongs

Algorithm 2 Transferring particles to a new array based 

on the order of subdomains

1. int* head[cell_Num] = {−1};

2. int* list[Total Number] = {−1};

3. int* boundary[cell_Num * boun_num];

4. int* loop [2 * cell_Num] = {0};

5. for (i = 0; i < Total Number; i++)

6. for (j = 0; j < cell Num; j++)

7. int ix = j % cell_x, iy = j/cell_x;

8. if ((ix * cell_size − δ) < posion_x[i] < ((ix 

+ 1) * cell_size + δ) && (iy * cell_size − 

δ) < posion_y[i] < ((iy + 1) * cell_size + 

δ))

9. if ((ix * cell_size) < posion_x[i] < ((ix 

+ 1) * cell_size) && (iy * cell_size) 

< posion_y[i] < ((iy + 1) * 

cell_size ))

10. list[i] = head[j];

11. head[j] = i;

12. loop[j]++;

13. else

14. boundary[j * boun_num + loop[j 

+ cell_Num]] = i;

15. loop[j + cell_Num]++;

16. else

17. break;

1. for (i = 0; i < cell Num; i++)

2. int num = 1, index = head[i];

3. //Copy the cell region

4. New[i * cell_maxNum] = Old[index];

5. while (list[index] != −1)

6. New[i* cell_maxNum + num] = 

Old[list[index]];

7. num++;

8. index = list[index];

9. //Copy the boundary region

10. for (j = 0; j < loop[i + cell_Num]; j++)

11. New[i * cell_maxNum + num] = 

Old[boundary[i * boun_num + j]];

where, “posion_x/y” are the coordinates of the -x, -y direction of the particle x, respectively, “cell_size” is the edge

length of the cell, “cell_x” is the number of cells in the -x direction. “boundary” is used to record the boundary 

particles of each cell, and “boun_num” is the maximum number of boundary particles. “loop” is used to record the 

number of particles in each aero (cell and boundary).
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Figure 4: Schematic diagram of data transfer

In addition, based on data size and variable types, the data in the PD model can be divided into two
categories: model parameters and particle-related data. Next, we will introduce how to manage these data. For
model parameters, such as geometric and material parameters, they remain constant during the simulation
and are accessed by all threads. When all threads in a warp read data from the same address, the broadcast
mechanism and caching effects allow registers and constant memory to have faster access speeds than global
memory, in which register access is particularly notable, although its capacity is the smallest. Therefore, few
model parameters can be directly defined in registers. Otherwise, they can be stored in constant memory.
However, constant memory variables cannot be changed by the kernel functions (device-side functions in
GPU computing), thus these variables are required to be initialized on the host and then transferred to
the device.

For particle-related data, such as spatial coordinates, displacements, velocities, and accelerations, these
data occupy a significant amount of memory and are typically stored only in global memory. When the model
is relatively large, global memory may not be able to store all particle information at once. In this case, we
adopted the above method to rearrange the particle information on the host, and then stored it sequentially
in a new array by subdomain. During calculations, these data were transmitted to the device in batches by
subdomain, with each computation completed on the GPU for only one specific subdomain at a time.

2.5 Parallel Approach
Generally, one of the most commonly used GPU parallel schemes for PD simulations is particle

mapping, which maps all calculations for each particle to the corresponding thread [25]. Due to the limited
resources of Streaming Multiprocessors (SM), if too many thread blocks are launched, exceeding the resource
capabilities of the SM, some thread blocks may not be able to execute immediately and must wait for previous
blocks to be completed. This is a common “resource scheduling issue”, which often leads to underutilization
of GPU resources and consequently affects the efficiency of parallel computations. Additionally, for extremely
large datasets, a single grid may not be able to generate enough threads to handle all the data. To avoid the
above issues, we established the relationship between particles and threads using a grid stride loop, as shown
in Fig. 5. Here, threadIdx.x is the thread index within the thread block; blockIdx.x is the thread block index;
blockDim.x is the number of threads in each dimension of the thread block; and gridDim.x is the number of
thread blocks in each dimension of the grid.

In summary, the implementation of the subdomain-based GPU parallelism scheme for the BB-PD
model is shown in Fig. 6. Noteworthy, in the present study, we mainly focus on linear elasticity and small
deformation problems. Therefore, as shown in Fig. 6, the neighbor list was only constructed once at the
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beginning and not updated thereafter during the simulation [12]. However, this simplification is no longer
appropriate for large deformation problems, where the neighbor list must be updated frequently to ensure
the accuracy of the simulation.

Figure 5: Schematic diagram of particle-mapping

Figure 6: Implementation of subdomain-based GPU parallel scheme for BB-PD model
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2.6 Algorithm Analysis
To further clarify the rationale behind the proposed subdomain-based GPU parallel scheme, this

subsection provides a theoretical analysis of its core idea, i.e., the overall benefits introduced by subdo-
main decomposition.

During the neighbor search, each particle must be computed with all other particles to determine
its neighbors, resulting in a spatial complexity of n(n − 1)/2. This approach is commonly known as the
brute-force search method. To reduce the computational complexity of neighbor search, we employed the
cell-linked list method in the present study. Here, when the model was evenly divided into m subdomains,
each particle was only required to be calculated with the other particles within its own subdomain, leading
to a spatial complexity of n(n − m)/2m. As a result, the domain division scheme can achieve a speedup of
approximately m times for this step.

While the domain division does not reduce the complexity of the time integration. For example, in the
bond force calculations, we only compute the bond forces between a particle and other k particles within its
horizon, leading to a spatial complexity of kn. Therefore, the proposed subdomain-based parallel scheme is
mainly for large-scale calculations.

On the one hand, in classical parallel schemes, the maximum computational scale is constrained by
graphics memory capacity, whereas subdomain decomposition can overcome this limitation by reducing
the number of particles within each computational domain, thereby enabling larger-scale simulations. On
the other hand, computational efficiency in classical parallel schemes is limited by the maximum number
of active threads. Large-scale tasks that exceed hardware limits must be queued for execution, which not
only fails to enhance parallelism but also introduces additional scheduling and management overhead,
thereby impeding performance gains. In contrast, in the subdomain-based GPU parallel scheme, adjusting
the subdomain size can effectively reduce the workload per computation, allowing hardware resources to be
fully utilized and thereby improving computational efficiency.

3 Numerical Examples
In this section, using BB-PD examples, we will first demonstrate the accuracy of the BB-PD simulations,

and then examine the computational efficiency of the proposed GPU parallelization scheme by comparing
it with the classical parallelization scheme and a serial program. In addition, two large-scale 2D and 3D PD
models with tens of millions of particles will be used to demonstrate the applicability of this scheme for
large-scale computations and its advantages in graphics memory usage.

The hardware environment used for these examples is listed as follows: CPU: Intel(R) Xeon(R) Gold
6248R @ 3.00 GHz; GPU: NVIDIA A100 80 GB. The serial program was written in C and run on the host
side, while the parallel program was written in CUDA C (version 12.6). In the present study, the classical
scheme represents the parallel scheme that employs the same programming logic, variable types, storage
method, and mapping strategy as the subdomain-based GPU parallel scheme, but without subdomain
partitioning. Therefore, the only difference between classical scheme and proposed subdomain-based GPU
parallel scheme is whether the subdomain partitioning is performed. Additionally, readers may refer to
the code provided in Table S1 of the Supplementary Materials to generate the neighbor list. Some relevant
codes have been uploaded to the open source, Github, and the address is https://github.com/Yang-Z-K/
A-subdomain-based-GPU-parallel-scheme-for-accelerating-Perdynamics-modeling.git.

https://github.com/Yang-Z-K/A-subdomain-based-GPU-parallel-scheme-for-accelerating-Perdynamics-modeling.git
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3.1 A 2D Plate
As shown in Fig. 7, a rectangular plate was subjected to a uniform tensile loading of 200 MPa without

any displacement constraints. The materials properties of this model are isotropic. The tensile loading was
applied as a body force density on the surface layers (Rl) with a thickness of Δ (particle spacing) at the left
and right edges of the structure. Table 2 lists the main model parameters. The particle spacing Δ was set to
be 5 mm, resulting in a total of 20,000 particles. The horizon radius δ was chosen as 3.015Δ [5]. The time step
Δt is 1.0 s, and the total number of time steps is 4000.

Figure 7: Geometry of a 2D plate

Table 2: The model parameters for example 1

Model L (mm) W (mm) E (GPa) v ρ (kg/m3)
1 1000 500 200 1/3 7850

To verify the accuracy of the proposed parallel scheme, the above model was divided into four
subdomains, as shown in Fig. 7. The steady-state solutions of ux(x, y = 0) and uy(x = 0, y) were compared
with the analytical solutions, as shown in Fig. 8.

ux = (x , y = 0) = p
E

x (16)

uy = (x = 0, y) = v p
E

x (17)

The results suggest good agreement with the analytical solutions, demonstrating the accuracy of the
BB-PD modeling.

In order to evaluate the effect of the kernel function configuration on computational efficiency, we
further increased the number of particles of the model from 20,000 to 2 million. Fig. 9 shows the computation
time for different number of threads (number of thread blocks × number of threads) without considering
data transfer, when the number of particles reaches 2 million (cells = 4). It suggests that the required
calculation time gradually decreases as the number of threads that can be called by the device increases.
When the number of threads is slightly higher than the number of particles in the cell, reaching 512 × 1024,
the running time is the lowest. As the total number of threads continues to increase, the running time
of the program increases, due to the additional usage of thread scheduling and the limitation of memory
bandwidth. Therefore, in all following calculations, the adopted kernel function configuration was always
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set to be slightly higher than the number of particles. Moreover, in large-scale simulations, the number of
computed particles generally exceeds the number of active threads supported by the device. Therefore, in the
following examples, we adopted the kernel configuration from the subdomain-based GPU parallel scheme
as the baseline and kept the kernel configuration identical for both classical and subdomain-based GPU
parallel schemes.

Figure 8: Displacement variations along the center lines, (a) ux (x, y = 0), (b) uy (x = 0, y)
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Figure 9: The variation of computation time with kernel function configuration

Next, the computational efficiency of proposed GPU parallel scheme was evaluated and compared with
classical parallel schemes and serial programs. We defined the speedup of the parallel program, Sp, and used
its variation with respect to the number of particles to evaluate the actual performance of the proposed GPU
parallel scheme under a fixed hardware configuration.

Sp =
TC

TG
(18)

in which TG and TC represent the time consumed by parallel computation and serial computation under
the same conditions, respectively. Fig. 10a displays the time for the neighbor search by the all approaches.
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Obviously, the running time increases with the increase of the particles. Using the particle spacing Δ of 5,
2, 1, 0.67, and 0.5 mm, we constructed five PD models with various particles. Fig. 10b shows the speedup Sp
of classical and subdomain-based parallel schemes as the particle numbers change. As the particle number
increases from 20,000 to 2 million, the speedup ratio of the subdomain-based parallel scheme rises from
98.7× to 4193.0×, while the classical parallel scheme only increases from 101.1× to 1050.9×. It is evident that
when the number of particles significantly exceeds the maximum number of active threads of the device,
the advantage of the proposed parallel scheme in the neighbor search process becomes more pronounced.
Specifically, when the particle number is over 1.125 million, this subdomain-based parallel scheme achieves
a neighbor search runtime nearly 4× faster than the classical parallel scheme. This further validates the
conclusion presented in Section 2.6.

Figure 10: (a) Running time for all scheme and (b) speedups as a function of the computing scale in neighbor search

To analyze the relationship between computational efficiency and computing scale, as shown in Fig. 10,
we performed a theoretical analysis based on the number of floating-point operations [38] (FLOPs) required
for neighbor search and the corresponding computation time (t). For the brute-force neighbor search
method used in the 2D case of example 1, each distance comparison requires approximately 6FLOPs.
Therefore, for the classical GPU parallel scheme, the total number of FLOPs required to complete neighbor
search for n particles is approximately 6 × n × (n − 1)/2 = 3(n2 − n). We then evaluated computational
performance using the ratio of total FLOPs to computation time, as shown in Eq. (19) below,

GFLOP/s = FLOPs/ (t × 109) (19)

As shown in Fig. 11, for the classical parallel scheme, the GFLOP/s value begins to level off when the
number of particles reaches 500,000. This indicates that the computing units are saturated and the memory
bandwidth reaches its limit. In contrast, for the subdomain-based GPU parallel scheme, the saturation is
delayed due to the reduced number of particles within each computational domain. This observation is
consistent with the trend shown in Fig. 10. Moreover, as shown in Fig. 11, for the subdomain-based GPU
parallel scheme, computing resources are abundant at small problem scales, and GFLOP/s increases nearly
linearly with the number of particles. In this regime, performance is mainly limited by hardware launch and
scheduling overhead. As the number of particles further increases, the GPU cores approach full utilization,
the growth of GFLOP/s slows down, and the bottlenecks shift to computation and memory access. Eventually,
as the computational scale continues to increases, GFLOP/s tends to stabilize, indicating that the GPU has



Comput Model Eng Sci. 2026;146(1):7 15

reached its hardware limit. In the proposed scheme, the upper bound of subdomain scale is determined by
GPU memory (Eqs. (14) and (15)). Under this constraint, the subdomain scale can be adjusted according to
the GFLOPs/s parameter to ensure that each subdomain operates near the device’s peak performance region.
This provides a more efficient workload management mechanism. Furthermore, to assess the scalability, we
examined how the computational throughput (GFLOPs/s per watt) of the proposed parallel scheme varies
with particle count across different GPU architectures. The results suggest that the proposed scheme does
not depend on a particular hardware design and exhibits good scalability. The details are provided in Fig. S1
of the Supplementary Material.
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Figure 11: Computational performance as a function of the computing scale

Fig. 12 displays total runtime of each scheme and the corresponding speedup ratios without considering
the time for data transfer. Due to domain partitioning, the subdomain-based parallel scheme involves
more complex data access operations compared to the classical parallel scheme, which leads to increased
time consumption, especially for small computation models. Thus, the subdomain-based parallel scheme
exhibits lower runtime efficiency for small models, as shown in Fig. 12b. However, as the number of particles
increases, the advantages of the subdomain-based scheme in the neighbor search become significant, and
thus its computational efficiency gradually surpasses that of the classical parallel scheme. This further demon-
strates the performance advantage of the proposed subdomain-based GPU parallel scheme in large-scale
simulation calculations.

Fig. 13 shows the total runtime of the three schemes and the speedup curve of each parallel scheme of
the computational scale with the consideration of the time for data transfer. When the number of particles
increases from 20 thousand to 2 million, the speedup of the classical parallel scheme increases from 90.9×
to 483.5×, while the speedup of the subdomain-based parallel scheme increases from 21.5× to 127.7×. Since
the subdomain-based parallel scheme requires the particle information in the GPU to be updated at each
timestep, the generated data transfer time largely exceeds that of the classical parallel scheme, leading to
limited improvements in the total runtime.

Table 3 lists the detailed running time for principal components when the total number of particles is
2 million. It is obvious that the subdomain-based scheme significantly improves efficiency in the neighbor
search, while the performance in other components is approximately equal to those of the classical parallel
scheme. If we do not consider the data transfer time, the subdomain-based parallel scheme achieves a
speedup of 739.5×, while the classical parallel scheme only reaches 483.5×. However, when data transfer
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time is considered, the computational efficiency of the present parallel scheme decreases significantly to only
127.7×. Noteworthy, the graphics memory usage of the proposed parallel scheme was significantly reduced
from 1476 to 684 MiB by approximately 53.7%, suggesting its advantages in large-scale simulations which
requires large graphics memory.

Figure 12: (a) Total running time for all scheme and (b) speedups as a function of the computing scale when not
considering data transfer

Figure 13: (a) Total running time for all scheme and (b) speedups curve with particle scale

Table 3: Running times and speedup of each part (Number of particles: 2 million)

Description Execution time (s) Speedup

Serial Classical Present work Classical Present work
Generate neighborhood 128,156.18 121.95 30.56 1050.9× 4193.0×

Calculate PDforce 78,282.83 58.61 62.62 1334.3× 1335.7×
Attributes updates 241.80 0.75 1.95 323.3× 123.9×

Running time (not include data transmit) 204,826.30 423.65 276.98 483.5× 739.5×
Total 204,826.30 423.65 1603.44 483.5× 127.7×
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3.2 A 2D Plate with a Circular Hole
As shown in Fig. 14, a 2D plate with a circular hole in the center was subjected to slow tensile loading

along its horizontal edges. The materials properties of this model are isotropic. The virtual material layer
(Rc) [6] at the top and bottom ends of the plate was located along the boundary of the actual material region
(R) with a thickness of δ in the slow loading stretch area. The loading velocity was 2.7541 × 10−7 m/s, which
is very slow and thus could be regarded as a quasi-static loading model. The particle spacing was set as
Δ = 0.5 mm, resulting in a total of 9684 particles. A time step of Δt = 1 s was adopted, and the entire computa-
tion process iterates 1000 times. Other model parameters are shown in Table 4. Using the subdomain-based
parallel scheme, the model was also divided into the four subdomains for computation.

Figure 14: Geometry of the plate with a circular hole

Table 4: The model parameters for example 2

Model L (mm) W (mm) a (mm) E (GPa) v ρ (kg/m3) sc

2 50 50 5 192 1/3 8000 0.02

Fig. 15 shows the crack path. Although there are no initial cracks, crack nucleates from the stress
concentration areas and then propagates at the 675 s (Fig. 15a). At the 700 s (Fig. 15b), the local damage
values φ of some particles exceeds 0.38, resulting in self-similar crack propagation. Since the loading velocity
is very slow, a typical quasi-static loading characteristic, the crack continues to expand towards the vertical
boundaries as shown in Fig. 15c,d. This highlights the advantage of PD theory in addressing fracture problems
without a pre-crack.

In addition, the acceleration effect of the proposed subdomain-based parallel scheme was then evaluated
by examining the total running time, as shown in Fig. S2 of the Supplementary Material. The results exhibit
similar trends with those of example 1, as suggested in the Supplementary Material.
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Figure 15: Crack path in the plate with a circular hole, (a) 675 s, (b) 700 s, (c) 800 s, (d) 1000 s

Table 5 lists the detailed running time for principal components when the total number of particles is
968,572. It is obvious that the subdomain-based scheme significantly improves efficiency in the neighbor
search, while the performance in other components is approximately equal to those of the classical parallel
scheme. If we do not consider the data transfer time, the subdomain-based parallel scheme achieves a
speedup of 834.1×, while the classical parallel scheme only reaches 518.9×. However, when data transfer time
is considered, the computational efficiency of the present parallel scheme decreases significantly to only
144.7×. Notably, its graphics memory usage was significantly reduced from 1050 to 580 MiB, a reduction of
about 44.8%.

3.3 A 2D Plate with a Pre-Existing Crack
As shown in Fig. 16, the third example was a rapidly stretching 2D plate with a horizontal crack of

0.01 m in the center along its horizontal edge, with two loading velocities (v1 = 20 m/s; v2 = 50 m/s).
The materials properties of this model are isotropic. Similar to example 2, the virtual material layer (Rc)
at the top and bottom edges of the plate was the loading region with a thickness of δ along the boundary of
the actual material area R. Using the subdomain-based parallel scheme, the model was also divided into the
four subdomains for computation. The cracked plate was a 2D transient problem, which was solved using
the BB-PD model and the CDEI method. The particle spacing was set to be Δ = 0.1 mm, resulting in a total of
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0.25 million particles. The time step is Δt = 1.3367 × 10−8 s. The entire computation process iterates 1250
times, and other model parameters are shown in Table 6.

Table 5: Running times and speedup of each part (Number of particles: 968,572)

Description Execution time (s) Speedup

Serial Classical Present work Classical Present work
Generate neighborhood 31,298.97 28.84 7.58 1085.4× 4131.9×

Calculate PDforce 9654.04 8.47 10.16 1139.4× 949.9×
Attributes updates 32.26 9.88 × 10−2 0.41 326.7× 78.5×

Running time (not include data transmit) 41,011.54 79.03 49.17 518.9× 834.1×
Total 41,011.54 79.03 283.39 518.9× 144.7×

Figure 16: Geometry of a 2D plate with a pre-existing crack

Table 6: The model parameters for example 3

Model L (mm) W (mm) a (mm) E (GPa) v ρ (kg/m3) sc

3 50 50 5 192 1/3 8000 0.04472

Fig. 17 shows the crack pattern for velocity of 20 and 50 m/s, at 16.7 μs, respectively. At 20 m/s, significant
self-similar crack propagation can be observed (see Fig. 17a), which is a typical mode-I type of crack. The
crack tip is determined by the local damage value φ of any particle along the x-axis exceeding 0.38, resulting
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in the relationship between crack propagation distance and time, as shown in Fig. 18. The crack propagates
fast in the range of 12 to 16 μs, with a propagation speed of approximately 1750 m/s, which is lower than the
upper limit of the mode-I type crack propagation speed of 2800 m/s (the Rayleigh wave speed) [5]. When
the loading speed increases to 50 m/s, the crack pattern changes from self-similar to bifurcated, as shown
in Fig. 17b. This demonstrates that the PD theory can capture very complex crack branching phenomena
without the use of any external criteria to trigger crack bifurcation.

Figure 17: Crack patterns under different loading speeds, (a) v = 20 m/s, (b) v = 50 m/s
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Figure 18: Crack propagation distance over time at a loading speed of 20 m/s

In addition, the acceleration effect of the proposed subdomain-based parallel scheme was evaluated by
examining the total running time, as shown in Fig. S3 of the Supplementary Material. The results exhibit
similar trends with those of example 1, as suggested in the Supplementary Material.

Table 7 lists the detailed running time for principal components when the total number of particles is
1 million. Particularly, the efficiency in the neighbor search are significantly enhanced, while the performance
in other components is approximately equal to those of the classical parallel scheme. If we do not consider the
data transfer time, the subdomain-based parallel scheme achieves a speedup of 1076.8×, while the classical
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parallel scheme only reaches 704.1×. However, when data transfer time is considered, the computational
efficiency of the present parallel scheme decreases significantly to only 142.3×. Noteworthy, its graphics
memory usage was reduced from 1032 to 574 MiB, a reduction of about 44.4%.

Table 7: Running times and speedup of each part (Number of particles: 1 million)

Description Execution time (s) Speedup

Serial Classical Present work Classical Present work
Generate neighborhood 30,077.99 30.73 8.21 978.66× 3662.69×

Set crack 0.21 5.02 × 10−4 9.46 × 10−4 422.31× 221.99×
Calculate PDforce 9810.54 10.74 12.96 913.63× 756.99×
Attributes updates 15.37 9.324 × 10−2 0.11 164.89× 138.51×

Running time (not include data transmit) 39,915.90 56.69 37.07 704.1× 1076.8×
Total 39,915.90 56.70 280.59 704.0× 142.3×

3.4 A 3D Column with a Notch
As shown in Fig. 19, the fourth example was a column subjected to compressive loading. The compres-

sive load was applied by imposing prescribed displacement conditions within the neighborhood radius at
both ends of the block. Specifically, a linearly increasing displacement was applied in the boundary region
(Rc) at each time step, which reaches 0.05 mm at step 1000, and then, remains constant. Using the subdomain-
based parallel scheme, the model was also divided into four subdomains for computation, as shown in Fig. 19.
This experiment was a 3D quasi-static problem, which was solved using the ADR method. The particle
spacing was Δ = 0.05 mm, with a total of 13,168 particles. The time step was Δt = 1.0 s, and the total number
of time steps is 20,000. Other detailed parameters are shown in Table 8.

Figure 19: Geometry of a 3D column with a notch

Table 8: The model parameters for example 4

Model L (mm) W (mm) h (mm) hg (mm) Lg (mm) E (MPa) v ρ (kg/m3)
4 10 0.4 0.4 0.05 0.1 10 0.25 7850

Fig. 20 shows displacement in the -z direction and the deformation shape of the column, which suggests
that the maximum displacement appears in the middle of the column and is well consistent with experimental
observations. This further verifies the accuracy of the BB-PD modeling.
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Figure 20: Displacement in the -z direction and deformation shape of the column

To analyze the computational efficiency of the subdomain-based GPU parallel scheme, we then gradu-
ally increased the total number of particles to 2,428,248. Here, although this case required 20,000 timesteps
to reach convergence, we only employed 1000 timesteps to evaluate the computational efficiency, because the
runtime of the serial program would become very long when the number of particles reaches millions.

The acceleration effect of the proposed subdomain-based parallel scheme was evaluated by examining
the total running time, as shown in Fig. S4 of the Supplementary Material. The results exhibit similar trends
with those of example 1, as suggested in the Supplementary Material.

Table 9 lists the detailed running time for principal components with the total number of particles
of 2,428,248. The results suggest that this subdomain-based scheme significantly improves efficiency in
the neighbor search, while the time in other components is approximately equal to that of the classical
parallel scheme. If we do not consider the data transfer time, the subdomain-based parallel scheme achieves
a speedup of 571.1×, while the classical parallel scheme only reaches 368.3×. If the data transfer time is
considered, the computational efficiency of the present parallel scheme decreases significantly to only 106.1×.
Noteworthy, the graphics memory usage of the subdomain-based parallel scheme was significantly reduced
from 6890 to 2130 MiB, a reduction of about 69.1%.

Table 9: Running times and speedup of main part (Number of particles: 2,428,248)

Description Execution time (s) Speedup

Serial Classical Present work Classical Present work
Generate neighborhood 21,343.80 28.05 6.13 760.9× 3481.9×

Calculate PDforce 47,009.60 56.89 48.39 826.3× 971.5×
Attribute update 124.91 0.28 0.52 446.1× 240.2×

Running time (not include data transmit) 68,597.30 186.26 120.12 368.3× 571.1×
Total 68,597.30 186.26 646.30 368.3× 106.1×
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3.5 Kalthoff-Winkler Experiment
The next numerical example was the Kalthoff-Winkler experiment, which was a dynamic fracture

benchmark problem. As shown in Fig. 21, the experiment investigated the impact of a cylindrical object on
a steel plate with two cracks. In this simulation, the projectile was treated as a rigid body with diameter
D = 50 mm, height H = 50 mm, mass m = 1.57 kg, and an initial downward impact velocity v0 = 32 m/s.
The steel plate was unconstrained in displacement and is initially static. Using the subdomain-based parallel
scheme, the model was also divided into the four subdomains for computation, as shown in Fig. 21. This
experiment was a 3D transient impact problem, which was solved using the CDEI method. The particle
spacing was Δ = 1 mm, with a total of 179,100 particles. The time step was Δt = 1.3367 × 10−8 s, and the total
number of time steps is 1350. Other detailed parameters are shown in the Table 10.

Figure 21: Geometry of Kalthoff-Winkler experiment

Table 10: The model parameters for example 4

Model L (mm) W (mm) H (mm) a (mm) E (GPa) v ρ (kg/m3) sc

5 200 100 9 50 192 1/4 8000 0.01

Fig. 22 shows the crack path at a timestep of 1350, corresponding to 18.045 μs. It suggests that the crack
initiates from the tip of the pre-crack and propagates rapidly with a deflection angle of approximately 68○
from the centerline, eventually forming a symmetric X-shaped fracture pattern. This process exhibits the
typical characteristics of dynamic brittle fracture, and the crack path is approximately straight, in excellent
agreement with the experimental results [39].

In addition, the acceleration effect of the proposed subdomain-based parallel scheme is evaluated by
examining the total running time, as shown in Fig. S5 of the Supplementary Material. The results exhibit
similar trends with those of example 1, as suggested in the Supplementary Material.
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Figure 22: Crack patterns of last time steps (18.045 μs)

Table 11 lists the detailed running time for principal components when the total number of particles
is 3,409,032. This subdomain-based scheme significantly improves efficiency in the neighbor search, while
the performance in other components is approximately equal to those of the classical parallel scheme. If we
do not consider the data transfer time, the subdomain-based parallel scheme achieves a speedup of 764.1×,
while the classical parallel scheme only reaches 578.4×. However, when data transfer time is considered, the
computational efficiency of the present parallel scheme decreases significantly to only 31.2×. In particular, its
graphics memory usage was reduced from 9118 to 2764 MiB, a reduction of about 69.7%.

Table 11: Running times and speedup of main part (Number of particles: 3,409,032)

Description Execution time (s) Speedup

Serial Classical Present work Classical Present work
Generate neighborhood 41,563.30 43.78 10.41 949.4× 3992.6×

Set crack 2.49 3.40 × 10−3 3.57 × 10−3 732.4× 697.5×
Impact 52.62 8.86 4.48 5.94× 11.7×

Calculate PDforce 24,019.90 59.88 57.04 410.1× 421.1×
Attribute update 140.86 2.80 × 10−1 3.28 × 10−1 503.1× 429.5×

Running time (not include data transmit) 65,852.70 113.85 86.18 578.4× 764.1×
Total 65,852.70 113.85 2109.42 578.4× 31.2×

Notably, for complicated problems, using the same programming logic as classical parallel schemes
may lead to significant efficiency reduction due to data transfer. For GPU parallelization, the time cost
associated with reading global memory and data transfer is much higher than the time required to compute
the variable. Therefore, when using the subdomain-based parallel scheme, it is advisable to only transfer
necessary particle information and other data should be computed directly for minimizing the number of
read and copy operations.



Comput Model Eng Sci. 2026;146(1):7 25

3.6 Application to Large Numerical Models
Generally, the required graphics memory increases almost linearly as the number of particles increases.

Thus, it is challenging for classical parallel scheme to address very large PD models which require large
graphics memory. To demonstrate the advantage of the subdomain-based parallel scheme in decreasing
graphics memory usage, we further reduced the particle size of example 1 (Fig. 7) and example 4 (Fig. 19) to
0.16 and 0.005 mm, respectively, resulting in particle counts of 18,000,000 and 12,822,400.

Statistically, the example 1 contained 18 double-precision real array variables (double type) for dis-
placement, velocity, acceleration, etc., and 2 integer array variables (int type) for recording the maximum
number of family members of particles (1 element for each particle), and the family number of particles (100
elements for each particle), respectively. Therefore, we could obtain the total byte size of∑Variabl e size =
(18 × 8 + 101 × 4) = 548 byte. As shown in Fig. 23, since the relationship between graphics memory con-
sumption and computational scale is almost linear. This indicates that the extra graphics memory overhead
does not depend on particle count. Thus, we can perform a trial run on a relatively small model before
subdomain partitioning to determine the value of a in Eq. (14). As shown in Fig. 23, the intercept of the
memory consumption curve for the classical parallel scheme is 426, indicating that the additional graphics
memory required by this program is 426 MiB (due to extra memory consumption caused by data alignment
and other reasons). Thus, the total graphics memory required by the overall program can be estimated
using the previously described method as: (548 × 1.8 × 107)/10242 + 426 = 9833 MiB. Similarly, the required
graphics memory for example 4 is estimated to be 34,170 MiB. The detailed calculation process is provided
in Fig. S6. As shown in Table 12, the required memory of the classical parallel scheme for the two examples
is 9838 and 34,172 MiB, respectively. The relative estimation error for example 1 is only 0.05%, while the
estimate for example 4 is nearly exact. This demonstrates that the estimation method presented above is
reasonable. Therefore, when the maximum graphics memory is known, the maximum number of particles
in the subdomain can be estimated by Eq. (14), and the size of the subdomain and the number of subdomains
can then be determined.

Figure 23: The required graphics memory changes with the computational scale (example 1)

To clearly demonstrate the ability of this method to effectively reduce the graphics memory usage by
controlling the size and number of subdomains, we divided the whole model into 1, 2, 4, and 8 regions. As
shown in Fig. 24, with the increase in the number of divided domains, the memory usage of the subdomain-
based parallel scheme decreases significantly. As shown in Table 12, when the number of particles for example
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1 and example 4 reaches 18,000,000 and 12,822,400, respectively, the classical parallel scheme requires 9838
and 34,172 MiB of graphics memory. However, the subdomain-based scheme, with 8 subdomains, only
requires 1618 and 4810 MiB, respectively, suggesting a reduction in memory usage of approximately 83.6%
and 85.9%. This indicates that the proposed subdomain-based GPU parallel scheme can significantly reduce
graphics memory usage, effectively addressing the issue of memory limitations in large-scale problems.

Table 12: Memory usage of each parallel program

Model Particle size Memory (MiB)

Classical Present work (cells = 8)
1 (2D) 18,000,000 9838 1618
4 (3D) 12,822,400 34,172 4810

Figure 24: Impact of the number of cells on memory usage, (a) example 1, (b) example 4

Particularly, this subdomain-based parallel scheme was developed based on a single GPU. During
the solution process, it inevitably requires multiple updates of particle information in the GPU, leading to
a decrease in overall efficiency compared to classical parallel schemes that can fit the entire problem in
memory. Therefore, in the application of this parallel scheme, it is essential to minimize unnecessary data
transfer within the program. Ideally, only the necessary basic information should be transferred, while other
intermediate variables should be computed directly within the kernel functions.

4 Discussions
The proposed subdomain-based GPU parallel scheme demonstrates significant advantages in terms of

graphics memory consumption when dealing with large-scale peridynamics computations. By partitioning
the model into multiple subdomains, the required graphics memory is significantly reduced, enabling the
simulation of 2D and 3D PD models with tens of millions of particles. Nevertheless, frequent data transfers
between subdomains negatively affect the overall runtime performance, leading to lower efficiency compared
to some existing optimization strategies.

Notably, the proposed approach is not mutually exclusive with other optimization strategies, which may
be integrated with them to achieve superior performance. For example, the bond-based mapping has been
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proven to effectively unroll the inner loop during time integration [25,27]; designing more efficient memory
access strategies can accelerate data retrieval [40]; and adopting mixed-precision computing can further
enhance computational efficiency in non-critical regions [19]. These strategies provide promising pathways
for improving the computational efficiency of the algorithm.

In addition, asynchronous memory operations provided by the CUDA platform also hold promise for
further optimization of the proposed parallel scheme. Using “cudaMemcpyAsync”, particle information of
the next subdomain can be copied to the device while performing computations for the current subdomain.
However, it should be noted that this only works with pinned memory, otherwise, the asynchronous copy
degrades to a synchronous operation. Moreover, asynchronous memory operations would require multiple
subdomains to reside on the device simultaneously, increasing graphics memory consumption and poten-
tially affecting the value of the correction coefficient a in Eq. (14). Nevertheless, this approach can greatly
improve data transfer efficiency, thereby mitigating the current scheme’s limitations in data movement.

Generally, future research can focus on the effective integration of the proposed subdomain-based
scheme with advanced GPU parallelization techniques. Such developments could lead to a more sophis-
ticated and comprehensive GPU parallel architecture, ultimately elevating the performance of large-scale
simulations to a new level.

5 Conclusions
In summary, we proposed a GPU parallel scheme of subdomain computing based on the cell-linked list

method. Compared to classical parallel schemes, this approach divides the model into several subdomains.
By controlling the size and number of these subdomains, large 2D and 3D PD models can be simulated with
significantly reduced graphics memory and improved acceleration performance in key computational steps.
The main conclusions are shown as follows:

(1) The subdomain-based parallel scheme demonstrates sufficient efficiency in examining complicated
problems, in which the estimated crack extension patterns align well with experimental results.
Moreover, it significantly improves computational efficiency compared to the serial program.

(2) The present parallel scheme exhibits excellent efficiency in the neighbor search, which leads to
a significant improvement in overall running efficiency compared to classical parallel schemes
when not considering the time for data transmission. However, it should be noted that the data
transmission required for subdomain-based parallel computation can negatively impact the overall
computational efficiency.

(3) We applied this subdomain-based parallel scheme to a 2D PD numerical example with 18,000,000
particles and a 3D PD example with 12,822,400 particles. As the number of subdomains increases,
graphics memory consumption gradually decreases. Notably, when the number of subdomains reaches
8, the graphics memory usage is reduced by 83.6% and 85.9%, respectively. This is the primary
advantages of the proposed scheme, as it enables large-scale simulations on hardware with limited
graphics memory.
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S6 shows the variation of graphics memory required for example 4 with the computation scale.
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